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Chapter 1

Introduction

This document describes the OpenGL graphics system: what it is, how it acts, and
what is required to implement it. We assume that the reader has at least a rudi-
mentary understanding of computer graphics. This means familiarity with the es-
sentials of computer graphics algorithms as well as familiarity with basic graphics
hardware and associated terms.

1.1 Formatting of the OpenGL Specification

1.1.1 Formatting of the Compatibility Profile

E

1.1.2 Formatting of Optional Features

Starting with version 1.2 of OpenGL, some features in the Specification are con-
sidered optional; an OpenGL implementation may or may not choose to provide
them (see section 3.7.2).

Portions of the Specification which are optional are so described where the
optional features are first defined (see section 3.7.2). State table entries which are
optional are typeset against a gray background .

1.2 What is the OpenGL Graphics System?

OpenGL (for “Open Graphics Library”) is a software interface to graphics hard-
ware. The interface consists of a set of several hundred procedures and functions
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that allow a programmer to specify the objects and operations involved in produc-
ing high-quality graphical images, specifically color images of three-dimensional
objects.
Most of OpenGL requires that the graphics hardware contain a framebuffer.
Many OpenGL calls pertain to drawing objects such as points, lines,
but the way that some of this drawing occurs (such as when antialiasing
is enabled) relies on the existence of a framebuffer. Further, some of
OpenGL is specifically concerned with framebuffer manipulation.

1.3 Programmer’s View of OpenGL

To the programmer, OpenGL is a set of commands that allow the specification of
geometric objects in two or three dimensions, together with commands that control
how these objects are rendered into the framebuffer.

A typical program that uses OpenGL begins with calls to open a window into
the framebuffer into which the program will draw. Then, calls are made to allocate
an OpenGL context and associate it with the window. Once a context is allocated,
the programmer is free to issue OpenGL commands. Some calls are used to draw
simple geometric objects (i.e. points, line segments, and polygons), while others
affect the rendering of these primitives including how they are lit or colored and
how they are mapped from the user’s two- or three-dimensional model space to
the two-dimensional screen. There are also calls to effect direct control of the
framebuffer, such as reading and writing pixels.

1.4 Implementor’s View of OpenGL

To the implementor, OpenGL is a set of commands that affect the operation of
graphics hardware. If the hardware consists only of an addressable framebuffer,
then OpenGL must be implemented almost entirely on the host CPU. More typi-
cally, the graphics hardware may comprise varying degrees of graphics accelera-
tion, from a raster subsystem capable of rendering two-dimensional lines and poly-
gons to sophisticated floating-point processors capable of transforming and com-
puting on geometric data. The OpenGL implementor’s task is to provide the CPU
software interface while dividing the work for each OpenGL command between
the CPU and the graphics hardware. This division must be tailored to the available
graphics hardware to obtain optimum performance in carrying out OpenGL calls.
OpenGL maintains a considerable amount of state information. This state con-
trols how objects are drawn into the framebuffer. Some of this state is directly
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available to the user: he or she can make calls to obtain its value. Some of it, how-
ever, is visible only by the effect it has on what is drawn. One of the main goals of
this Specification is to make OpenGL state information explicit, to elucidate how
it changes, and to indicate what its effects are.

1.5 Our View

We view OpenGL as a pipeline having some programmable stages and some state-
driven stages that control a set of specific drawing operations. This model should
engender a specification that satisfies the needs of both programmers and imple-
mentors. It does not, however, necessarily provide a model for implementation. An
implementation must produce results conforming to those produced by the speci-
fied methods, but there may be ways to carry out a particular computation that are
more efficient than the one specified.

1.6 The Deprecation Model

Features marked as deprecated in one version of the Specification are expected to
be removed in a future version, allowing applications time to transition away from
use of deprecated features. The deprecation model is described in more detail,
together with a summary of the commands and state deprecated from this version
of the API, in appendix E.

1.7 Companion Documents

1.7.1 OpenGL Shading Language

This Specification should be read together with a companion document titled The
OpenGL Shading Language. The latter document (referred to as the OpenGL Shad-
ing Language Specification hereafter) defines the syntax and semantics of the pro-
gramming language used to write vertex and fragment shaders (see sections 2.14
and 3.13). These sections may include references to concepts and terms (such as
shading language variable types) defined in the companion document.

OpenGL 4.2 implementations are guaranteed to support version 4.20 of the
OpenGL Shading Language. All references to sections of that specification refer to
version 4.20. The latest supported version of the shading language may be queried
as described in section 6.1.5.

profile of OpenGL 4.2 is also guaranteed to support all pre-
vious versions of the OpenGL Shading Language back to version
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1.7.2 Window System Bindings

OpenGL requires a companion API to create and manage graphics contexts, win-
dows to render into, and other resources beyond the scope of this Specification.
There are several such APIs supporting different operating and window systems.

OpenGL Graphics with the X Window System, also called the “GLX Specifica-
tion”, describes the GLX API for use of OpenGL in the X Window System. It is
primarily directed at Linux and Unix systems, but GLX implementations also exist
for Microsoft Windows, MacOS X, and some other platforms where X is avail-
able. The GLX Specification is available in the OpenGL Extension Registry (see
appendix M).

The WGL API supports use of OpenGL with Microsoft Windows. WGL is
documented in Microsoft’s MSDN system, although no full specification exists.

Several APIs exist supporting use of OpenGL with Quartz, the MacOS X win-
dow system, including CGL, AGL, and NSOpenGLView. These APIs are docu-
mented on Apple’s developer website.

The Khronos Native Platform Graphics Interface or “EGL Specification” de-
scribes the EGL API for use of OpenGL ES on mobile and embedded devices.
EGL implementations may be available supporting OpenGL as well. The EGL
Specification is available in the Khronos Extension Registry at URL

http://www.khronos.org/registry/egl
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Chapter 2

OpenGL Operation

2.1 OpenGL Fundamentals

OpenGL (henceforth, the “GL”) is concerned only with rendering into a frame-
buffer (and reading values stored in that framebuffer). There is no support for
other peripherals sometimes associated with graphics hardware, such as mice and
keyboards. Programmers must rely on other mechanisms to obtain user input.

The GL draws primitives subject to a number of selectable modes and shader

programs. Each primitive is a point, line segment,
Each mode may be changed independently; the setting of one does not affect the
settings of others (although many modes may interact to determine what eventually
ends up in the framebuffer). Modes are set, primitives specified, and other GL
operations described by sending commands in the form of function or procedure
calls.

Primitives are defined by a group of one or more vertices. A vertex defines
a point, an endpoint of an edge, or a corner of a polygon where two edges meet.
Data such as positional coordinates, colors, normals, texture coordinates, etc. are
associated with a vertex and each vertex is processed independently, in order, and
in the same way. The only exception to this rule is if the group of vertices must
be clipped so that the indicated primitive fits within a specified region; in this
case vertex data may be modified and new vertices created. The type of clipping
depends on which primitive the group of vertices represents.

Commands are always processed in the order in which they are received, al-
though there may be an indeterminate delay before the effects of a command are
realized. This means, for example, that one primitive must be drawn completely
before any subsequent one can affect the framebuffer. It also means that queries
and pixel read operations return state consistent with complete execution of all
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previously invoked GL commands, except where explicitly specified otherwise. In
general, the effects of a GL. command on either GL modes or the framebuffer must
be complete before any subsequent command can have any such effects.

In the GL, data binding occurs on call. This means that data passed to a com-
mand are interpreted when that command is received. Even if the command re-
quires a pointer to data, those data are interpreted when the call is made, and any
subsequent changes to the data have no effect on the GL (unless the same pointer
is used in a subsequent command).

The GL provides direct control over the fundamental operations of 3D and 2D
graphics. This includes specification of parameters of application-defined shader
programs performing transformation, lighting, texturing, and shading operations,
as well as built-in functionality such as antialiasing and texture filtering. It does not
provide a means for describing or modeling complex geometric objects. Another
way to describe this situation is to say that the GL provides mechanisms to de-
scribe how complex geometric objects are to be rendered rather than mechanisms
to describe the complex objects themselves.

The model for interpretation of GL commands is client-server. That is, a pro-
gram (the client) issues commands, and these commands are interpreted and pro-
cessed by the GL (the server). The server may or may not operate on the same
computer as the client. In this sense, the GL is “network-transparent.” A server
may maintain a number of GL confexts, each of which is an encapsulation of cur-
rent GL state. A client may choose to connect to any one of these contexts. Issuing
GL commands when the program is not connected to a context results in undefined
behavior.

The GL interacts with two classes of framebuffers: window system-provided
and application-created. There is at most one window system-provided framebuffer
at any time, referred to as the default framebuffer. Application-created frame-
buffers, referred to as framebuffer objects, may be created as desired. These two
types of framebuffer are distinguished primarily by the interface for configuring
and managing their state.

The effects of GL commands on the default framebuffer are ultimately con-
trolled by the window system, which allocates framebuffer resources, determines
which portions of the default framebuffer the GL may access at any given time, and
communicates to the GL how those portions are structured. Therefore, there are
no GL commands to initialize a GL context or configure the default framebuffer.
Similarly, display of framebuffer contents on a physical display device (including
the transformation of individual framebuffer values by such techniques as gamma
correction) is not addressed by the GL.

Allocation and configuration of the default framebuffer occurs outside of the
GL in conjunction with the window system, using companion APIs described in
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section 1.7.2.

Allocation and initialization of GL contexts is also done using these companion
APIs. GL contexts can typically be associated with different default framebuffers,
and some context state is determined at the time this association is performed.

It is possible to use a GL context without a default framebuffer, in which case
a framebuffer object must be used to perform all rendering. This is useful for
applications needing to perform offscreen rendering.

The GL is designed to be run on a range of graphics platforms with varying
graphics capabilities and performance. To accommodate this variety, we specify
ideal behavior instead of actual behavior for certain GL operations. In cases where
deviation from the ideal is allowed, we also specify the rules that an implemen-
tation must obey if it is to approximate the ideal behavior usefully. This allowed
variation in GL behavior implies that two distinct GL implementations may not
agree pixel for pixel when presented with the same input even when run on identi-
cal framebuffer configurations.

Finally, command names, constants, and types are prefixed in the GL (by gl,
GL_, and GL, respectively in C) to reduce name clashes with other packages. The
prefixes are omitted in this document for clarity.

2.1.1 Numeric Computation

The GL must perform a number of floating-point operations during the course of
its operation.

Implementations will normally perform computations in floating-point, and
must meet the range and precision requirements defined under ’Floating-Point
Computation” below.

These requirements only apply to computations performed in GL operations
outside of shader execution, such as texture image specification and per-fragment
operations. Range and precision requirements during shader execution differ and
are as specified by the OpenGL Shading Language Specification.

In some cases, the representation and/or precision of operations is implicitly
limited by the specified format of vertex, texture, or renderbuffer data consumed
by the GL. Specific floating-point formats are described later in this section.

Floating-Point Computation

We do not specify how floating-point numbers are to be represented, or the
details of how operations on them are performed.

We require simply that numbers’ floating-point parts contain enough bits and
that their exponent fields are large enough so that individual results of floating-
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point operations are accurate to about 1 part in 10°. The maximum representable
magnitude for all floating-point values must be at least 232, -0 = 0 -z = 0 for
any non-infinite andnon-NaN z. 1 -z =z-1=2. 2 +0 =042 = 2. 0° =
1. (Occasionally further requirements will be specified.) Most single-precision
floating-point formats meet these requirements.

The special values Inf and —Inf encode values with magnitudes too large to
be represented; the special value NaN encodes “Not A Number” values resulting
from undefined arithmetic operations such as %. Implementations are permitted,
but not required, to support Infs and NaN's in their floating-point computations.

Any representable floating-point value is legal as input to a GL command that
requires floating-point data. The result of providing a value that is not a floating-
point number to such a command is unspecified, but must not lead to GL interrup-
tion or termination. In IEEE arithmetic, for example, providing a negative zero or a
denormalized number to a GL command yields predictable results, while providing
a NaN or an infinity yields unspecified results.

16-Bit Floating-Point Numbers

A 16-bit floating-point number has a 1-bit sign (.5), a 5-bit exponent (F), and a
10-bit mantissa (M). The value V' of a 16-bit floating-point number is determined
by the following:

(—1)% x 0.0, E=0,M=0
(—1)% x 271 x JF E=0,M#0
V=q¢(-1)¥x2F B x (1+45), 0<E<31
(—1)% x Inf, E=31,M=0
NaN, E=31,M+#0

If the floating-point number is interpreted as an unsigned 16-bit integer IV, then

g {N mod 65536J
32768

5o {N mod 32768J
1024

M = N mod 1024.

Any representable 16-bit floating-point value is legal as input to a GL command
that accepts 16-bit floating-point data. The result of providing a value that is not a
floating-point number (such as Inf or NaN) to such a command is unspecified, but
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must not lead to GL interruption or termination. Providing a denormalized number
or negative zero to GL must yield predictable results.

Unsigned 11-Bit Floating-Point Numbers

An unsigned 11-bit floating-point number has no sign bit, a 5-bit exponent (F£),
and a 6-bit mantissa (M ). The value V' of an unsigned 11-bit floating-point number
is determined by the following:

0.0, E=0,M=0
—14 M —
27 x &7, E=0,M4%#0
V=392 (1+8), 0<E<31
Inf, E=31,M=0
NaN, E=31,M#0

If the floating-point number is interpreted as an unsigned 11-bit integer /V, then

N
EF=|—
=
M = N mod 64.

When a floating-point value is converted to an unsigned 11-bit floating-point
representation, finite values are rounded to the closest representable finite value.
While less accurate, implementations are allowed to always round in the direction
of zero. This means negative values are converted to zero. Likewise, finite posi-
tive values greater than 65024 (the maximum finite representable unsigned 11-bit
floating-point value) are converted to 65024. Additionally: negative infinity is con-
verted to zero; positive infinity is converted to positive infinity; and both positive
and negative NaN are converted to positive NalV.

Any representable unsigned 11-bit floating-point value is legal as input to a
GL command that accepts 11-bit floating-point data. The result of providing a
value that is not a floating-point number (such as Inf or NaN) to such a command
is unspecified, but must not lead to GL interruption or termination. Providing a
denormalized number to GL must yield predictable results.

Unsigned 10-Bit Floating-Point Numbers

An unsigned 10-bit floating-point number has no sign bit, a 5-bit exponent (F),
and a 5-bit mantissa (M). The value V' of an unsigned 10-bit floating-point number
is determined by the following:
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0.0, E=0,M=0
- M
271 x &, E=0,M+#0
V=392 (1+23), 0<E<31
Inf, E=31,M=0
NaN, E=31,M=#0

If the floating-point number is interpreted as an unsigned 10-bit integer IV, then

p=|N
32
M = N mod 32.

When a floating-point value is converted to an unsigned 10-bit floating-point
representation, finite values are rounded to the closest representable finite value.
While less accurate, implementations are allowed to always round in the direction
of zero. This means negative values are converted to zero. Likewise, finite posi-
tive values greater than 64512 (the maximum finite representable unsigned 10-bit
floating-point value) are converted to 64512. Additionally: negative infinity is con-
verted to zero; positive infinity is converted to positive infinity; and both positive
and negative NaN are converted to positive NalV.

Any representable unsigned 10-bit floating-point value is legal as input to a
GL command that accepts 10-bit floating-point data. The result of providing a
value that is not a floating-point number (such as Inf or NaN) to such a command
is unspecified, but must not lead to GL interruption or termination. Providing a
denormalized number to GL must yield predictable results.

Fixed-Point Computation

Vertex attributes may be specified using a 32-bit two’s-complement signed rep-
resentation with 16 bits to the right of the binary point (fraction bits).

General Requirements

Some calculations require division. In such cases (including implied divisions
required by vector normalizations), a division by zero produces an unspecified re-
sult but must not lead to GL interruption or termination.
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2.1.2 Fixed-Point Data Conversions

When generic vertex attributes and pixel color or depth components are repre-
sented as integers, they are often (but not always) considered to be normalized.
Normalized integer values are treated specially when being converted to and from
floating-point values, and are usually referred to as normalized fixed-point. Such
values are always either signed or unsigned.

In the remainder of this section, b denotes the bit width of the fixed-point in-
teger representation. When the integer is one of the types defined in table 2.2, b
is the minimum required bit width of that type. When the integer is a texture or
renderbuffer color or depth component (see section 3.10.3), b is the number of bits
allocated to that component in the internal format of the texture or renderbuffer.
When the integer is a framebuffer color or depth component (see section 4), b is
the number of bits allocated to that component in the framebuffer. For framebuffer
and renderbuffer A components, b must be at least 2 if the buffer does not contain
an A component, or if there is only 1 bit of A in the buffer.

The signed and unsigned fixed-point representations are assumed to be b-bit
binary twos-complement integers and binary unsigned integers, respectively. The
signed fixed-point representation may be treated in one of two ways, as discussed
below.

All the conversions described below are performed as defined, even if the im-
plemented range of an integer data type is greater than the minimum required range.

Conversion from Normalized Fixed-Point to Floating-Point

Unsigned normalized fixed-point integers represent numbers in the range [0, 1].
The conversion from an unsigned normalized fixed-point value c to the correspond-
ing floating-point value f is defined as

Cc

Signed normalized fixed-point integers represent numbers in the range [—1, 1].
The conversion from a signed normalized fixed-point value c to the corresponding
floating-point value f is performed using

c
Only the range [—2*~1 4 1,2°=1 — 1] is used to represent signed fixed-point

values in the range [—1, 1]. For example, if b = 8, then the integer value -127 cor-
responds to -1.0 and the value 127 corresponds to 1.0. Note that while zero can be
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exactly expressed in this representation, one value (-128 in the example) is outside
the representable range, and must be clamped before use. This equation is used ev-
erywhere that signed normalized fixed-point values are converted to floating-point,
including for all signed normalized fixed-point parameters in GL commands, such
as vertex attribute values', as well as for specifying texture or framebuffer values
using signed normalized fixed-point.

Conversion from Floating-Point to Normalized Fixed-Point

The conversion from a floating-point value f to the corresponding unsigned nor-
malized fixed-point value c is defined by first clamping f to the range [0, 1], then
computing

f=rx2-1. (2.3)

1’ is then cast to an unsigned binary integer value with exactly b bits.

The conversion from a floating-point value f to the corresponding signed nor-
malized fixed-point value ¢ is performed by clamping f to the range [—1, 1], then
computing

fl=fx @t -1). (2.4)

After conversion, f’ is then cast to a signed two’s-complement binary integer
value with exactly b bits.

This equation is used everywhere that floating-point values are converted to
signed normalized fixed-point, including when querying floating-point state (see
section 6) and returning integers”, as well as for specifying signed normalized tex-
ture or framebuffer values using floating-point.

2.2 GL State

The GL maintains considerable state. This document enumerates each state vari-
able and describes how each variable can be changed. For purposes of discussion,
state variables are categorized somewhat arbitrarily by their function. Although we

! This is a behavior change in OpenGL 4.2. In previous versions, a different conversion for
signed normalized values was used in which -128 mapped to -1.0, 127 mapped to 1.0, and 0.0 was
not exactly representable.

2 This is a behavior change in OpenGL 4.2. In previous versions, a different conversion for
signed normalized values was used in which -128 mapped to -1.0, 127 mapped to 1.0, and 0.0 was
not exactly representable.
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describe the operations that the GL performs on the framebuffer, the framebuffer
is not a part of GL state.

We distinguish two types of state. The first type of state, called GL server
state, resides in the GL server. The majority of GL state falls into this category.
The second type of state, called GL client state, resides in the GL client. Unless
otherwise specified, all state referred to in this document is GL server state; GL
client state is specifically identified. Each instance of a GL context implies one
complete set of GL server state; each connection from a client to a server implies
a set of both GL client state and GL server state.

While an implementation of the GL may be hardware dependent, this discus-
sion is independent of the specific hardware on which a GL is implemented. We are
therefore concerned with the state of graphics hardware only when it corresponds
precisely to GL state.

2.2.1 Shared Object State

It is possible for groups of contexts to share certain state. Enabling such sharing
between contexts is done through window system binding APIs such as those de-
scribed in section 1.7.2. These APIs are responsible for creation and management
of contexts, and not discussed further here. More detailed discussion of the behav-
ior of shared objects is included in appendix D. Except as defined in this appendix,
all state in a context is specific to that context only.

2.3 GL Command Syntax

GL commands are functions or procedures. Various groups of commands perform
the same operation but differ in how arguments are supplied to them. To conve-
niently accommodate this variation, we adopt a notation for describing commands
and their arguments.

GL commands are formed from a name which may be followed, depending on
the particular command, by a sequence of characters describing a parameter to the
command. If present, a digit indicates the required length (number of values) of the
indicated type. Next, a string of characters making up one of the type descriptors
from table 2.1 indicates the specific size and data type of parameter values. A
final v character, if present, indicates that the command takes a pointer to an array
(a vector) of values rather than a series of individual arguments. Two specific
examples are:

void Uniform4f( int location, £loat v0, float vl,
float v2, float v3);
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Type Descriptor | Corresponding GL Type

b byte
S short
i int
i64 int64
f float
d double
ub ubyte
us ushort
ui uint
ui64 uint64

Table 2.1: Correspondence of command suffix type descriptors to GL argument
types. Refer to table 2.2 for definitions of the GL types.

and
void GetFloatv( enum value, float *data);

These examples show the ANSI C declarations for these commands. In general,
a command declaration has the form?

rtype Name{e1234}{e¢ b s ii64 f d ub us ui ui64}{ev}
([args,] Targl, ..., TargN [, args] ) ;

rtype is the return type of the function. The braces ({}) enclose a series of type
descriptors (see table 2.1), of which one is selected. e indicates no type descriptor.
The arguments enclosed in brackets ([args ,] and [, args]) may or may not be
present. The /N arguments argl through arg/N have type T, which corresponds to
one of the type descriptors indicated in table 2.1 (if there are no letters, then the
arguments’ type is given explicitly). If the final character is not v, then V is given
by the digit 1, 2, 3, or 4 (if there is no digit, then the number of arguments is fixed).
If the final character is v, then only arg/ is present and it is an array of N values of
the indicated type.
For example,

void Uniform{1234}{if}( int location, T value);

3The declarations shown in this document apply to ANSI C. Languages such as C++ and Ada
that allow passing of argument type information admit simpler declarations and fewer entry points.
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indicates the eight declarations

void Uniformli( int location, int value);

void Uniform1f( int location, float value);

void Uniform2i( int location, int v0, int vl);

void Uniform2f( int location, £loat v0, float vl);

void Uniform3i( int location, int v0, int vI, int v2);

void Uniform3f( int location, £loat vl, float v2,
float v2);

void Uniformdi( int location, int v0, int vI, int v2,
int v3);

void Uniformdf( int location, £loat v0, float vl,
float v2, float v3);

Arguments whose type is fixed (i.e. not indicated by a suffix on the command)
are of one of the GL data types summarized in table 2.2, or pointers to one of these
types. Since many GL operations represent bitfields within these types, transfer
blocks of data in these types to graphics hardware which uses the same data types,
or otherwise requires these sizes, it is not possible to implement the GL API on an
architecture which cannot satisfy the exact bit width requirements in table 2.2.

The types clampf and clampd are no longer used, replaced by float
and double respectively together with specification language requiring param-
eter clamping”.

2.3.1 Data Conversion For State-Setting Commands

Many GL commands specify a value or values to which GL state of a specific type
(boolean, enum, integer, or floating-point) is to be set. When multiple versions of
such a command exist, using the type descriptor syntax described above, any such
version may be used to set the state value. When state values are specified using
a different parameter type than the actual type of that state, data conversions are
performed as follows:

e When the type of internal state is boolean, zero integer or floating-point val-
ues are converted to FALSE and non-zero values are converted to TRUE.

e When the type of internal state is integer or enum, boolean values of FALSE
and TRUE are converted to 0 and 1, respectively. Floating-point values are
rounded to the nearest integer.

* These changes are completely backwards-compatible and will eventually be propagated to man
pages and header files as well.
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GL Type Description
Bit Width

boolean 1 or more | Boolean

byte 8 Signed twos complement binary inte-
ger

ubyte 8 Unsigned binary integer

char 8 Characters making up strings

short 16 Signed twos complement binary inte-
ger

ushort 16 Unsigned binary integer

int 32 Signed twos complement binary inte-
ger

uint 32 Unsigned binary integer

fixed 32 Signed 2’s complement 16.16 scaled
integer

int64 64 Signed twos complement binary inte-
ger

uint64 64 Unsigned binary integer

sizei 32 Non-negative binary integer size

enum 32 Enumerated binary integer value

intptr ptrbits Signed twos complement binary inte-
ger

sizeiptr | ptrbits Non-negative binary integer size

sync ptrbits Sync object handle (see section 5.7)

bitfield 32 Bit field

half 16 Half-precision floating-point value
encoded in an unsigned scalar

float 32 Floating-point value

clampf 32 Floating-point value clamped to [0, 1]

double 64 Floating-point value

clampd 64 Floating-point value clamped to [0, 1]

Table 2.2: GL data types. GL types are not C types. Thus, for example, GL
type int is referred to as GLint outside this document, and is not necessarily
equivalent to the C type int. An implementation must use exactly the number of
bits indicated in the table to represent a GL type.

ptrbits is the number of bits required to represent a pointer type; in other words,
types intptr, sizeiptr, and sync must be sufficiently large as to store any
address.
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e When the type of internal state is floating-point, boolean values of FALSE
and TRUE are converted to 0.0 and 1.0, respectively. Integer values are con-

verted to floating-point.

For commands taking arrays of the specified type, these conversions are per-

formed for each element of the passed array.

Each command following these conversion rules refers back to this section.
Some commands have additional conversion rules specific to certain state values

and data types, which are described following the reference.

Validation of values performed by state-setting commands is performed after

conversion, unless specified otherwise for a specific command.

2.4 Basic GL Operation

Figure 2.1 shows a schematic diagram of the GL. Commands enter the GL on the
left. Some commands specify geometric objects to be drawn while others control

how the objects are handled by the various stages.

are effectively sent through a processing pipeline.
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The first stage

operates on geometric primitives described by vertices: points, line segments, and
polygons. In this stage vertices are transformed and lit, followed by assembly into
geometric primitives, which may optionally be used by the next stage, geometry
shading, to generate new primitives. The final resulting primitives are clipped to a
clip volume in preparation for the next stage, rasterization. The rasterizer produces
a series of framebuffer addresses and values using a two-dimensional description
of a point, line segment, or polygon. Each fragment so produced is fed to the next
stage that performs operations on individual fragments before they finally alter the
framebuffer. These operations include conditional updates into the framebuffer
based on incoming and previously stored depth values (to effect depth buffering),
blending of incoming fragment colors with stored colors, as well as masking and
other logical operations on fragment values.
Finally,

values may also be read
back from the framebuffer or copied from one portion of the framebuffer to another.
These transfers may include some type of decoding or encoding.
This ordering is meant only as a tool for describing the GL, not as a strict rule
of how the GL is implemented, and we present it only as a means to organize the
various operations of the GL.

2.5 GL Errors

The GL detects only a subset of those conditions that could be considered errors.
This is because in many cases error checking would adversely impact the perfor-
mance of an error-free program.

The command

enum GetError( void);

is used to obtain error information. Each detectable error is assigned a numeric
code. When an error is detected, a flag is set and the code is recorded. Further
errors, if they occur, do not affect this recorded code. When GetError is called,
the code is returned and the flag is cleared, so that a further error will again record
its code. If a call to GetError returns NO_ERROR, then there has been no detectable
error since the last call to GetError (or since the GL was initialized).
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To allow for distributed implementations, there may be several flag-code pairs.
In this case, after a call to GetError returns a value other than NO_ERROR each
subsequent call returns the non-zero code of a distinct flag-code pair (in unspecified
order), until all non-NO_ERROR codes have been returned. When there are no more
non-NO_ERROR error codes, all flags are reset. This scheme requires some positive
number of pairs of a flag bit and an integer. The initial state of all flags is cleared
and the initial value of all codes is NO_ERROR.

Table 2.3 summarizes GL errors. Currently, when an error flag is set, results of
GL operation are undefined only if OUT_OF_MEMORY has occurred. In other cases,
the command generating the error is ignored so that it has no effect on GL state or
framebuffer contents. Except where otherwise noted, if the generating command
returns a value, it returns zero. If the generating command modifies values through
a pointer argument, no change is made to these values. These error semantics
apply only to GL errors, not to system errors such as memory access errors. This
behavior is the current behavior; the action of the GL in the presence of errors is
subject to change.

Several error generation conditions are implicit in the description of every GL
command:

e If a command that requires an enumerated value is passed a symbolic con-
stant that is not one of those specified as allowable for that command, the
error INVALID_ENUM is generated. This is the case even if the argument is
a pointer to a symbolic constant, if the value pointed to is not allowable for
the given command.

e If a negative number is provided where an argument of type sizei or
sizeiptr is specified, the error INVALID_VALUE is generated.

e If memory is exhausted as a side effect of the execution of a command, the
error OUT_OF_MEMORY may be generated.

Otherwise, errors are generated only for conditions that are explicitly described in
this specification.

In the GL, most geometric objects are drawn by

Points, lines, polygons, and a variety of related
geometric objects (see section 2.6.1) can be drawn in this way.
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Error Description Offending com-
mand ignored?
INVALID_ENUM enum argument out of range Yes
INVALID_VALUE Numeric argument out of range | Yes
INVALID_OPERATION Operation illegal in current state | Yes
INVALID_FRAMEBUFFER_OPERATION || Framebuffer object is not com- | Yes
plete

OUT_OF_MEMORY Not enough memory left to exe- | Unknown
cute command

Table 2.3: Summary of GL errors

Each vertex is specified with two, three, or four coordinates. In addition, a
current normal, multiple current texture coordinate sets, multiple current generic
vertex attributes, current color, current secondary color, and current fog coordi-
nate may be used in processing each vertex. Normals are used by the GL in lighting
calculations; the current normal is a three-dimensional vector that may be set by
sending three coordinates that specify it. Texture coordinates determine how a tex-
ture image is mapped onto a primitive. Multiple sets of texture coordinates may
be used to specify how multiple texture images are mapped onto a primitive. The
number of texture units supported is implementation-dependent but must be at least
two. The number of texture units supported can be queried with the state MAX_—
TEXTURE_UNITS. Generic vertex attributes can be accessed from within vertex
shaders (section 2.14) and used to compute values for consumption by later pro-
cessing stages.

Primary and secondary colors are associated with each vertex (see sec-
tion 3.11). These associated colors are either based on the current color and current
secondary color or produced by lighting, depending on whether or not lighting is
enabled. Texture and fog coordinates are similarly associated with each vertex.
Multiple sets of texture coordinates may be associated with a vertex. Figure 2.2
summarizes the association of auxiliary data with a transformed vertex to produce
a processed vertex.

The current values are part of GL state. Vertices and normals are transformed,
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Figure 2.3. Primitive assembly and processing.

colors may be affected or replaced by lighting, and texture coordinates are trans-
formed and possibly affected by a texture coordinate generation function. The
processing indicated for each current value is applied for each vertex that is sent to
the GL.

The methods by which vertices, normals, texture coordinates, fog coordinate,
generic attributes, and colors are sent to the GL, as well as how normals are trans-
formed and how vertices are mapped to the two-dimensional screen, are discussed
later.

Before colors have been assigned to a vertex, the state required by a vertex
is the vertex’s coordinates, the current normal, the current edge flag (see sec-
tion 2.6.2), the current material properties (see section 2.13.2), the current fog co-
ordinate, the multiple generic vertex attribute sets, and the multiple current texture
coordinate sets. Because color assignment is done vertex-by-vertex, a processed
vertex comprises the vertex’s coordinates, its edge flag, its fog coordinate, its as-
signed colors, and its multiple texture coordinate sets.

Figure 2.3 shows the sequence of operations that builds a primitive (point, line
segment, or polygon) from a sequence of vertices. After a primitive is formed, it
is clipped to a clip volume. This may alter the primitive by altering vertex coordi-
nates, texture coordinates, and colors. In the case of line and polygon primitives,
clipping may insert new vertices into the primitive. The vertices defining a primi-
tive to be rasterized have texture coordinates and colors associated with them.
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2.6.1 Begin and End

Vertices making up one of the supported geometric object types are specified by
enclosing commands defining those vertices between the two commands

void Begin( enum mode );
void End( void);

There is no limit on the number of vertices that may be specified between a Begin
and an End. The mode parameter of Begin determines the type of primitives to be
drawn using the vertices. The types, and the corresponding mode parameters, are:

Points

A series of individual points may be specified with mode POINTS. Each vertex
defines a separate point. No special state need be kept between Begin and End in
this case, since each point is independent of previous and following points.

Line Strips

A series of one or more connected line segments may be specified with mode
LINE_STRIP. In this case, the first vertex specifies the first segment’s start point
while the second vertex specifies the first segment’s endpoint and the second seg-
ment’s start point. In general, the ¢th vertex (for ¢ > 1) specifies the beginning of
the ith segment and the end of the ¢ — 1st. The last vertex specifies the end of the
last segment. If only one vertex is specified, then no primitive is generated.

The required state consists of the processed vertex produced from the last ver-
tex that was sent (so that a line segment can be generated from it to the current
vertex), and a boolean flag indicating if the current vertex is the first vertex.

Line Loops

Line loops may be specified with mode L.INE_1L0OOP. Loops are the same as
line strips except that a final segment is added from the final specified vertex to the
first vertex. The required state consists of the processed first vertex, in addition to
the state required for line strips.

Separate Lines

Individual line segments, each specified by a pair of vertices, may be specified
with mode LINES. The first two vertices between a Begin and End pair define the
first segment, with subsequent pairs of vertices each defining one more segment.
If the number of specified vertices is odd, then the last one is ignored. The state
required is the same as for line strips but it is used differently: a processed ver-
tex holding the first vertex of the current segment, and a boolean flag indicating
whether the current vertex is odd or even (a segment start or end).
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Figure 2.4. (a) A triangle strip. (b) A triangle fan. (c) Independent triangles. The
numbers give the sequencing of the vertices in order within the vertex arrays. Note
that in (a) and (b) triangle edge ordering is determined by the first triangle, while in
(c) the order of each triangle’s edges is independent of the other triangles.

Polygons

A polygon is described by specifying its boundary as a series of line segments.
When Begin is called with POLYGON, the bounding line segments are specified in
the same way as line loops. A polygon described with fewer than three vertices
does not generate a primitive.

The state required to support polygons consists of at least two processed ver-
tices (more than two are never required, although an implementation may use
more); this is because a convex polygon can be rasterized as its vertices arrive,
before all of them have been specified.

Triangle Strips

A triangle strip is a series of triangles connected along shared edges, and may
be specified with mode TRIANGLE_STRIP. In this case, the first three vertices
define the first triangle (and their order is significant, just as for polygons). Each
subsequent vertex defines a new triangle using that point along with two vertices
from the previous triangle. If fewer than three vertices are specified, no primitive
is produced. See figure 2.4.

The required state consists of a flag indicating if the first triangle has been
completed, two stored processed vertices, (called vertex A and vertex B), and a
one bit pointer indicating which stored vertex will be replaced with the next vertex.
After a Begin (TRIANGLE_STRIP), the pointer is initialized to point to vertex A.
Each successive vertex toggles the pointer. Therefore, the first vertex is stored as
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vertex A, the second stored as vertex B, the third stored as vertex A, and so on.
Any vertex after the second one sent forms a triangle from vertex A, vertex B, and
the current vertex (in that order).

Triangle Fans

A triangle fan is the same as a triangle strip with one exception: each vertex
after the first always replaces vertex B of the two stored vertices. A triangle fan
may be specified with mode TRIANGLE_FAN.

Separate Triangles

Separate triangles are specified with mode TRIANGLES. In this case, The 3i 4
1st, 37 + 2nd, and 3¢ 4 3rd vertices (in that order) determine a triangle for each
i =20,1,...,n — 1, where there are 3n + k vertices drawn. k is either O, 1, or 2; if
k is not zero, the final k vertices are ignored. For each triangle, vertex A is vertex
31 and vertex B is vertex 37 + 1. Otherwise, separate triangles are the same as a
triangle strip.

Quadrilateral (quad) strips
Quad strips generate a series of edge-sharing quadrilaterals from vertices ap-
pearing between Begin and End, when Begin is called with QUAD_STRIP. If the

m vertices between the Begin and End are v, ..., vm, Where v; is the jth spec-
ified vertex, then quad 7 has vertices (in order) va;, V2;+1, V2;+3, and vg;42 with
i =0,...,|m/2]. The state required is thus three processed vertices, to store the

last two vertices of the previous quad along with the third vertex (the first new ver-
tex) of the current quad, a flag to indicate when the first quad has been completed,
and a one-bit counter to count members of a vertex pair. See figure 2.5.

A quad strip with fewer than four vertices generates no primitive. If the number
of vertices specified for a quadrilateral strip between Begin and End is odd, the
final vertex is ignored.

Separate Quadrilaterals

Separate quads are just like quad strips except that each group of four vertices,
the 45 + 1st, the 45 + 2nd, the 45 + 3rd, and the 45 + 4th, generate a single quad,
for j = 0,1,...,n — 1. The total number of vertices between Begin and End is
4n+ k, where 0 < k < 3; if k is not zero, the final k vertices are ignored. Separate
quads are generated by calling Begin with the argument value QUADS.

Lines with Adjacency
Lines with adjacency are independent line segments where each endpoint has
a corresponding adjacent vertex that can be accessed by a geometry shader (sec-
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tion 2.16). If a geometry shader is not active, the adjacent vertices are ignored.
They are generated with mode LINES_ADJACENCY.
A line segment is drawn from the 47 + 2nd vertex to the 47 + 3rd vertex for
eacht = 0,1,...,n — 1, where there are 4n + k vertices
k is either 0, 1, 2, or 3; if k is not zero, the final k vertices are ignored.
For line segment ¢, the 4¢ + 1st and 4¢ + 4th vertices are considered adjacent to the
47 4 2nd and 47 + 3rd vertices, respectively (see figure 2.6).

Line Strips with Adjacency

Line strips with adjacency are similar to line strips, except that each line seg-
ment has a pair of adjacent vertices that can be accessed by a geometry shader. If a
geometry shader is not active, the adjacent vertices are ignored. They are generated
with mode LINE_STRIP_ADJACENCY.

A line segment is drawn from the ¢ 4+ 2nd vertex to the ¢ + 3rd vertex for each
1 =0,1,...,n — 1, where there are n 4+ 3 vertices
If there are fewer than four vertices, all vertices are ignored. For line segment i,
the ¢ + 1st and ¢ + 4th vertex are considered adjacent to the ¢ + 2nd and i + 3rd
vertices, respectively (see figure 2.6).

Triangles with Adjacency

Triangles with adjacency are similar to separate triangles, except that each tri-
angle edge has an adjacent vertex that can be accessed by a geometry shader. If a
geometry shader is not active, the adjacent vertices are ignored. They are generated
with mode TRIANGLES_ADJACENCY.
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Figure 2.6. Lines with adjacency (a) and line strips with adjacency (b). The vertices
connected with solid lines belong to the main primitives; the vertices connected by
dashed lines are the adjacent vertices that may be used in a geometry shader.

Figure 2.7. Triangles with adjacency. The vertices connected with solid lines be-
long to the main primitive; the vertices connected by dashed lines are the adjacent
vertices that may be used in a geometry shader.

OpenGL 4.2 (Compeatibility Profile) - April 27, 2012



2.6. BEGIN/END PARADIGM 28

Figure 2.8. Triangle strips with adjacency. The vertices connected with solid lines
belong to the main primitives; the vertices connected by dashed lines are the adja-
cent vertices that may be used in a geometry shader.

The 67 + 1st, 6¢ + 3rd, and 67 + 5th vertices (in that order) determine a triangle
foreachi =0,1,...,n — 1, where there are 6n + k vertices
k is either O, 1, 2, 3, 4, or 5; if k is non-zero, the final k vertices are
ignored. For triangle ¢, the ¢ + 2nd, 7 + 4th, and 7 4 6th vertices are considered
adjacent to edges from the ¢ + 1st to the 7 4 3rd, from the ¢ + 3rd to the 7 4 5th,
and from the 7 + 5th to the 7 + 1st vertices, respectively (see figure 2.7).

Triangle Strips with Adjacency

Triangle strips with adjacency are similar to triangle strips, except that each line
triangle edge has an adjacent vertex that can be accessed by a geometry shader. If a
geometry shader is not active, the adjacent vertices are ignored. They are generated
with mode TRIANGLE_STRIP_ADJACENCY.
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Primitive Vertices Adjacent Vertices
Primitive Ist [ 2nd | 3rd | 122 | 23 | 3/1
only 4 =0,n=1) 1 3 5 2 6 4
first (¢ = 0) 1 3 5 2 7 4
middle (¢ odd) 2043 | 2¢0+1 | 264+5 | 2¢0—1 | 2i+4 | 2047
middle (¢ even) 2041 | 2¢04+3 | 26+5 | 2¢0—1 | 20+7 | 2044
last(=mn—1,70dd) | 2¢0+3 | 20+1|20+5|20—1|20+4]|2i+6
last(t=mn—1,7even) | 20+1 | 20+3 | 20+5 | 20—1 | 20+6 | 21 +4

Table 2.4: Triangles generated by triangle strips with adjacency. Each triangle
is drawn using the vertices whose numbers are in the Ist, 2nd, and 3rd columns
under primitive vertices, in that order. The vertices in the 1/2, 2/3, and 3/1 columns
under adjacent vertices are considered adjacent to the edges from the first to the
second, from the second to the third, and from the third to the first vertex of the
triangle, respectively. The six rows correspond to six cases: the first and only
triangle (i = 0,n = 1), the first triangle of several (i = 0,n > 0), “odd” middle
triangles (i = 1,3,5...), “even” middle triangles (i = 2,4,6,...), and special
cases for the last triangle, when ¢ is either even or odd. For the purposes of this
table, the first vertex is numbered 1 and the first triangle is
numbered 0.

In triangle strips with adjacency, n triangles are drawn where there are 2(n +
2) + k vertices k is either O or 1; if k is 1, the final
vertex is ignored. If there are fewer than 6 vertices, the entire primitive is ignored.
Table 2.4 describes the vertices and order used to draw each triangle, and which
vertices are considered adjacent to each edge of the triangle (see figure 2.8).

Separate Patches

A patch is an ordered collection of vertices used for primitive tessellation (sec-
tion 2.15). The vertices comprising a patch have no implied geometric ordering.
The vertices of a patch are used by tessellation shaders and a fixed-function tes-
sellator to generate new point, line, or triangle primitives. Separate patches are
generated with mode PATCHES.

Each patch in the series has a fixed number of vertices, which is specified by
calling

void PatchParameteri( enum pname, int value);
with pname set to PATCH_VERTICES. The error INVALID_VALUE is generated

if value is less than or equal to zero or is greater than the implementation-dependent
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maximum patch size (the value of MAX_PATCH_VERTICES). The patch size is ini-
tially three vertices.

If the number of vertices in a patch is given by v, the vi + 1st through vi 4 vth
vertices (in that order) determine a patch for each 7 = 0,1,...n — 1, where there
are vn + k vertices. k is in the range [0, v — 1]; if k is not zero, the final k vertices
are ignored.

General Considerations For Polygon Primitives

Depending on the current state of the GL, a polygon primitive gener-
ated from a drawing command with mode POLYGON, QUADS, QUAD STRIP,
TRIANGLE_FAN, TRIANGLE_STRIP, TRIANGLES, TRIANGLES_ADJACENCY, or
TRIANGLE_STRIP_ADJACENCY may be rendered in one of several ways, such as
outlining its border or filling its interior. The order of vertices in such a prim-
itive is significant in lighting, polygon rasterization, and fragment shading (see
sections 2.13.1, 3.6.1, and 3.13.2). Only convex polygons are guaranteed to be
drawn correctly by the GL. If a specified polygon is nonconvex when projected
onto the window, then the rendered polygon need only lie within the convex hull
of the projected vertices defining its boundary.

The state required for Begin and End consists of a sixteen-valued integer indi-
cating either one of the possible Begin / End modes, or that no Begin / End mode
is being processed.

Calling Begin will result in an INVALID_FRAMEBUFFER_OPERATION error if
the object bound to DRAW_FRAMEBUFFER_BINDING is not framebuffer complete
(see section 4.4.4).

2.6.2 Polygon Edges

Each edge of each polygon primitive generated is flagged as either boundary or
non-boundary. These classifications are used during polygon rasterization; some
modes affect the interpretation of polygon boundary edges (see section 3.6.4). By
default, all edges are boundary edges, but the flagging of polygons, separate trian-
gles, or separate quadrilaterals may be altered by calling

void EdgeFlag(boolean flag);
void EdgeFlagv( const boolean *flag);

to change the value of a flag bit. If flag is zero, then the flag bit is set to FALSE; if
flag is non-zero, then the flag bit is set to TRUE.

When Begin is supplied with one of the argument values POLYGON,
TRIANGLES, or QUADS, each vertex specified within a Begin and End pair be-
gins an edge. If the edge flag bit is TRUE, then each specified vertex begins an edge
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that is flagged as boundary. If the bit is FALSE, then induced edges are flagged as
non-boundary.

The state required for edge flagging consists of one current flag bit. Initially, the
bit is TRUE. In addition, each processed vertex of an assembled polygonal primitive
must be augmented with a bit indicating whether or not the edge beginning on that
vertex is boundary or non-boundary.

2.6.3 GL Commands within Begin / End

The only GL commands that are allowed within any Begin / End pairs are the
commands for specifying vertex coordinates, vertex colors, normal coordinates,
texture coordinates, generic vertex attributes, and fog coordinates (Vertex, Color,
SecondaryColor, Index, Normal, TexCoord and MultiTexCoord, VertexA ttrib,
FogCoord), the ArrayElement command (see section 2.8), the EvalCoord and
EvalPoint commands (see section 5.1), commands for specifying lighting mate-
rial parameters (Material commands; see section 2.13.2), display list invocation
commands (CallList and CallLists; see section 5.5), and the EdgeFlag command.
Executing any other GL. command between the execution of Begin and the corre-
sponding execution of End results in the error INVALID_OPERATION. Executing
Begin after Begin has already been executed but before an End is executed gen-
erates the INVALID_OPERATION error, as does executing End without a previous
corresponding Begin.

Execution of the commands EnableClientState, DisableClientState, Push-
ClientAttrib, PopClientAttrib, ColorPointer, FogCoordPointer, EdgeFlag-
Pointer, IndexPointer, NormalPointer, TexCoordPointer, SecondaryCol-
orPointer, VertexPointer, VertexAttribPointer, ClientActiveTexture, Inter-
leavedArrays, and PixelStore is not allowed within any Begin / End pair, but
an error may or may not be generated if such execution occurs. If an error is not
generated, GL operation is undefined. (These commands are described in sections
2.8,3.7.1, and chapter 6.)

2.7 Vertex Specification

Vertices are specified by giving their coordinates in two, three, or four dimensions.
This is done using one of several versions of the Vertex command:

void Vertex{234}{sifd}( T coords);
void Vertex{234}{sifd}v( const T coords);

Vertex coordinates may be stored as packed components within a larger natural
type. Such data may be specified using
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void VertexP{234}ui (enum fype,uint coords) ;
void VertexP{234}uiv (enum type, const uint *coords) ;

These commands specify up to four coordinates as described above, packed
into a single natural type as described in section 2.8.1. The fype parameter
must be INT_2_10_10_10_REV or UNSIGNED_INT_2_10_10_10_REV, speci-
fying signed or unsigned data respectively. The first two (x,y), three (z,y, 2),
or four (x,y, z,w) components of the packed data are consumed by VertexP2ui,
VertexP3ui, and VertexP4ui, respectively. For VertexP*uiv, coords contains the
address of a single uint containing the packed coordinate components.

A call to any Vertex command specifies four coordinates: x, y, z, and w. The
x coordinate is the first coordinate, y is second, z is third, and w is fourth. A call
to Vertex*2* sets the  and y coordinates; the z coordinate is implicitly set to zero
and the w coordinate to one. Vertex*3* sets x, y, and z to the provided values
and w to one. Vertex*4* sets all four coordinates, allowing the specification of an
arbitrary point in projective three-space. Invoking a Vertex command outside of a
Begin / End pair results in undefined behavior.

Current values are used in associating auxiliary data with a vertex as described
in section 2.5. A current value may be changed at any time by issuing an appropri-
ate command. The commands

void TexCoord{1234}{sifd}( T coords);
void TexCoord{1234}{sifd}v( const T coords);

specify the current homogeneous texture coordinates, named s, ¢, r, and q.
Texture coordinates may be stored as packed components within a larger natu-
ral type. Such data may be specified using

void TexCoordP{1234}ui (enum type,uint coords) ;
void TexCoordP{1234}uiv (enum type, const uint
*coords) ;

This command specifies up to four components as described above, packed
into a single natural type as described in section 2.8.1. The type parameter
must be INT_2_10_10_10_REV or UNSIGNED_INT_2_10_10_10_REV, speci-
fying signed or unsigned data, respectively. The first one (x), two (z,y), three
(x,y, ), or four (z,y, z, w) components of the packed data are consumed by Tex-
CoordP1ui*, TexCoordP2ui*, TexCoordP3ui*, and TexCoordP4ui*, respec-
tively. For TexCoordP*uiv, coords contains the address of a single uint con-
taining the packed texture coordinate components.
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The TexCoord*1* family of commands set the s coordinate to the provided
single argument while setting ¢ and 7 to 0 and ¢ to 1. Similarly, TexCoord*2* sets
s and t to the specified values, r to 0 and ¢ to 1; TexCoord*3* sets s, t, and r, with
q set to 1, and TexCoord*4* sets all four texture coordinates.

Implementations must support at least two sets of texture coordinates. The
commands

void MultiTexCoord{1234}{sifd} (enum ftexture, T coords) ;

void MultiTexCoord{1234}{sifd}v (enum fexture, const T
coords) ;

void MultiTexCoordP{1234}ui (enum texture, enum
type,uint coords) ;

void MultiTexCoordP{1234}uiv (enum fexture, enum
type, const uint *coords) ;

take the coordinate set to be modified as the texture parameter. fexture is a symbolic
constant of the form TEXTURE(, indicating that texture coordinate set i is to be
modified. The constants obey TEXTURE; = TEXTUREO + ¢ (¢ is in the range O to
k — 1, where k is the implementation-dependent number of texture coordinate sets
defined by MAX_TEXTURE_COORDS).

The TexCoord commands are exactly equivalent to the corresponding Multi-
TexCoord commands with fexture set to TEXTUREO.

Gets of CURRENT_TEXTURE_ COORDS return the texture coordinate set defined
by the value of ACTIVE_TEXTURE.

Specifying an invalid texture coordinate set for the fexture argument of Multi-
TexCoord results in undefined behavior.

The current normal is set using

void Normal3{bsifd}( T coords);
void Normal3{bsifd}v( const T coords);

Byte, short, or integer values passed to Normal are converted to floating-point
values as described in equation 2.2 for the corresponding (signed) type.

Normals may be stored as packed components within a larger natural type.
Such data may be specified using

void NormalP3ui (enum fype, uint normal) ;
void NormalP3uiv (enum type, uint *normal) ;

This specifies a three component normal, packed into the first three (x,y, z)
components of the natural type as described in section 2.8.1. fype must be INT_-
2_10_10_10_REV or UNSIGNED_INT_2_10_10_10_REV, specifying signed or
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unsigned data, respectively. Individual signed or unsigned components are con-
verted to floating-point values according to equations 2.1 or 2.2, respectively. For
NormalP3uiv, normal contains the address of a single uint containing the packed
normal components.

The current fog coordinate is set using

void FogCoord{fd}( T coord);
void FogCoord{fd}v( const T coord);

There are several ways to set the current color and secondary color. The GL
stores a current single-valued color index, as well as a current four-valued RGBA
color and secondary color. Either the index or the color and secondary color are
significant depending as the GL is in color index mode or RGBA mode. The mode
selection is made when the GL is initialized.

The commands to set RGBA colors are

void Color{34}{bsifd ubusui}( T components);
void Color{34}{bsifd ubusui}v( const T components);
void SecondaryColor3{bsifd ubusui}( T components);
void SecondaryColor3{bsifd ubusui}v( const

T components );

The Color command has two major variants: Color3 and Color4. The four value
versions set all four values. The three value versions set R, G, and B to the provided
values; A is set to 1.0. (The conversion of integer color components (R, G, B, and
A) to floating-point values is discussed in section 2.13.)

The secondary color has only the three value versions. Secondary A is always
set to 1.0.

Versions of the Color and SecondaryColor commands that take floating-point
values accept values nominally between 0.0 and 1.0. 0.0 corresponds to the min-
imum while 1.0 corresponds to the maximum (machine dependent) value that a
component may take on in the framebuffer (see section 2.13 on colors and color-
ing). Values outside [0, 1] are not clamped.

RGBA colors may be stored as packed components within a larger natural type.
Such data may be specified using

void ColorP{34}ui(enum type, uint coords) ;

void ColorP{34}uiv (enum fype, const uint *coords) ;

void SecondaryColorP3ui (enum type, uint coords) ;

void SecondaryColorP3uiv (enum type, const uint
*coords) ;
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The ColorP* commands set the primary color similarly to Color*, above. The
SecondaryColorP* commands set the secondary color similarly to Secondary-
Color*. type must be INT_2_10_10_10_REV or UNSIGNED_INT_2_10_10_-
10_REV, specifying signed or unsigned data, respectively. Colors are packed into
a single natural type as described in section 2.8.1. The first three (x,y, z) or four
(x,y,z,w) components of the packed data are consumed by *ColorP3ui* and
*ColorP4ui*, respectively. Individual signed or unsigned components are con-
verted to floating-point values according to equations 2.1 or 2.2, respectively. For
ColorP*uiv and SecondaryColorP*uiv, coords contains the address of a single
uint containing the packed color components.

The command

void Index{sifd ub}( T index);
void Index{sifd ub}v( const T index);

updates the current (single-valued) color index. It takes one argument, the value
to which the current color index should be set. Values outside the (machine-
dependent) representable range of color indices are not clamped.

Vertex shaders (see section 2.14) can be written to access an array of 4-
component generic vertex attributes in addition to the conventional attributes spec-
ified previously. The first slot of this array is numbered 0, and the size of the array
is specified by the implementation-dependent constant MAX_VERTEX_ATTRIBS.

Current generic attribute values define generic attributes for a vertex. The cur-
rent values of a generic shader attribute declared as a floating-point scalar, vector,
or matrix may be changed at any time by issuing one of the commands

void VertexAttrib{1234}{sfd}( uint index, T values);
void VertexAttrib{123}{sfd}v( uint index, const
T values );
void VertexAttrib4{bsifd ub us ui}v( uint index, const
T values );
void VertexAttribdNub( uint index, T values);
void VertexAttrib4N{bsi ub us ui}v( uint index, const
T values );
void VertexAttribI{1234}{i ui}( uint index, T values);
void VertexAttribI{1234}{i ui}v( uint index, const
T values );
void VertexAttribl4{b s ub us}v( uint index, const
T values );
void VertexAttribL{1234}d( uint index, T values);
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void VertexAttribL{1234}dv( uint index, T values);

void VertexAttribP{1234}ui (uint index, enum
type, boolean normalized, uint value) ;

void VertexAttribP{1234}uiv (uint index, enum
type, boolean normalized, const uint *value) ;

The VertexAttrib4N* commands specify fixed-point values that are converted
to a normalized [0, 1] or [—1, 1] range as described in equations 2.1 and 2.2, re-
spectively.

The VertexAttribI* commands specify signed or unsigned fixed-point values
that are stored as signed or unsigned integers, respectively. Such values are referred
to as pure integers.

The VertexAttribL* commands specify double-precision values that will be
stored as double-precision values.

The VertexAttribP* commands specify up to four attribute component val-
ues packed into a single natural type fype as described in section 2.8.1. fype
must be INT_2_10_10_10_REV or UNSIGNED_INT_2_10_10_10_REV, speci-
fying signed or unsigned data respectively. The first one (z), two (z,y), three
(x,y, z), or four (z,y, z,w) components of the packed data are consumed by Ver-
texAttribP1lui, VertexAttribP2ui, VertexAttribP3ui, and VertexAttribP4ui, re-
spectively. If normalized is TRUE, signed or unsigned components are converted
to floating-point by normalizing to [—1, 1] or [0, 1] respectively. If normalized is
false, components are cast directly to floating-point. For VertexAttribP*uiv, value
contains the address of a single uint containing the packed attribute components.

All other VertexAttrib* commands specify values that are converted directly
to the internal floating-point representation.

The resulting value(s) are loaded into the generic attribute at slot index, whose
components are named x, y, z, and w. The VertexAttrib1* family of commands
sets the x coordinate to the provided single argument while setting y and z to 0 and
w to 1. Similarly, VertexAttrib2* commands set x and y to the specified values,
z to 0 and w to 1; VertexAttrib3* commands set x, y, and z, with w set to 1, and
VertexAttrib4* commands set all four coordinates.

The VertexAttrib* entry points may also be used to load shader attributes de-
clared as a floating-point matrix. Each column of a matrix takes up one generic
4-component attribute slot out of the MAX_VERTEX_ATTRIBS available slots. Ma-
trices are loaded into these slots in column major order. Matrix columns are loaded
in increasing slot numbers.

For all VertexAttrib* commands, the error INVALID_VALUE is generated if
index is greater than or equal to the value of MAX_VERTEX_ATTRIBS.

When values for a vertex shader attribute variable are sourced from a current
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generic attribute value, the attribute must be specified by a command compatible
with the data type of the variable. The values loaded into a shader attribute variable
bound to generic attribute index are undefined if the current value for attribute index
was not specified by

o VertexAttrib[1234]* or VertexAttribP*, for single-precision floating-point
scalar, vector, and matrix types

o VertexAttribI[1234]i or VertexAttribI[1234]iv, for signed integer scalar
and vector types

e VertexAttribI[1234]Jui or VertexAttribI[1234]uiv, for unsigned integer
scalar and vector types

e VertexAttribL*, for double-precision floating-point scalar and vector types.

Setting generic vertex attribute zero specifies a vertex; the four vertex coordi-
nates are taken from the values of attribute zero. A Vertex2, Vertex3, or Vertex4
command is completely equivalent to the corresponding VertexAttrib* command
with an index of zero. Setting any other generic vertex attribute updates the current
values of the attribute. There are no current values for vertex attribute zero.

There is no aliasing among generic attributes and conventional attributes. In
other words, an application can set all MAX_VERTEX_ATTRIBS generic attributes
and all conventional attributes without fear of one particular attribute overwriting
the value of another attribute.

The state required to support vertex specification consists of four floating-point
numbers per texture coordinate set to store the current texture coordinates s, ¢, r,
and ¢, three floating-point numbers to store the three coordinates of the current
normal, one floating-point number to store the current fog coordinate, four floating-
point values to store the current RGBA color, four floating-point values to store the
current RGBA secondary color, one floating-point value to store the current color
index, and the value of MAX VERTEX ATTRIBS — | four-component vectors to
store generic vertex attributes.

There is no notion of a current vertex, so no state is devoted to vertex coor-
dinates or generic attribute zero. The initial texture coordinates are (s,t,r,q) =
(0,0,0,1) for each texture coordinate set. The initial current normal has coor-
dinates (0,0,1). The initial fog coordinate is zero. The initial RGBA color is
(R,G,B,A) = (1,1,1,1) and the initial RGBA secondary color is (0,0,0,1).
The initial color index is 1. The initial values for all generic vertex attributes are
(0.0,0.0,0.0,1.0).
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2.8 Vertex Arrays

The vertex specification commands described in section 2.7 accept data in almost
any format, but their use requires many command executions to specify even sim-
ple geometry.  Vertex data may also be placed into arrays that are stored in the
client’s address space (described here) or in the server’s address space (described
in section 2.9). Blocks of data in these arrays may then be used to specify multiple
geometric primitives through the execution of a single GL. command. The client
may specify up to seven plus the values of MAX TEXTURE_COORDS and MAX_ -
VERTEX_ATTRIBS arrays: one each to store vertex coordinates, normals, colors,
secondary colors, color indices, edge flags, fog coordinates, two or more texture
coordinate sets, and MAX_VERTEX_ATTRIBS atrays to store one or more generic
vertex attributes. The commands

void VertexPointer( int size, enumtype, sizei stride,
const wvoid *pointer);

void NormalPointer( enum type, sizei stride, const
void *pointer);

void ColorPointer( int size, enum type, sizei stride,
const void *pointer);

void SecondaryColorPointer( int size, enum type,
sizei stride, const void *pointer);

void IndexPointer( enum type, sizei stride, const
void *pointer);

void EdgeFlagPointer( sizei stride, const void *pointer);

void FogCoordPointer( enum type, sizei stride, const
void *pointer);

void TexCoordPointer( int size, enum type, sizei stride,
const void *pointer);

void VertexAttribPointer( uint index, int size, enum type,
boolean normalized, sizei stride, const
void *pointer);

void VertexAttribIPointer( uint index, int size, enum type,
sizei stride, const void *pointer); void
VertexAttribLPointer( uint index, int size, enum type,
sizei stride, const void *pointer);

describe the locations and organizations of these arrays. For each command, fype
specifies the data type of the values stored in the array. Because edge flags are al-
ways type boolean, EdgeFlagPointer has no rype argument. size, when present,
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indicates the number of values per vertex that are stored in the array as well as their
component ordering. Because normals are always specified with three values, Nor-
malPointer has no size argument. Likewise, because color indices and edge flags
are always specified with a single value, IndexPointer and EdgeFlagPointer also
have no size argument. Table 2.5 indicates the allowable values for size and rype
(when present). For type the values BYTE, SHORT, INT, FIXED, FLOAT, HALF_—
FLOAT, and DOUBLE indicate types byte, short, int, fixed, float, half,
and double, respectively; the values UNSIGNED_BYTE, UNSIGNED_SHORT, and
UNSIGNED_INT indicate types ubyte, ushort, and uint, respectively; and the
values INT_2_10_10_10_REV and UNSIGNED_INT_2_10_10_10_REV, indicat-
ing respectively four signed or unsigned elements packed into a single uint, both
correspond to the term packed in that table.

An INVALID_VALUE error is generated if size is not one of the values allowed
in table 2.5 for the corresponding command.

An INVALID_OPERATION error is generated under any of the following con-
ditions:

e size is BGRA and fype is not UNSIGNED_BYTE, INT_2_10_10_10_REV or
UNSIGNED_INT_2_10_10_10_REV;

e fype is INT_2_10_10_10_REV or UNSIGNED_INT_2_10_10_10_REV,
and size is neither 4 or BGRA;

o for VertexAttrib*Pointer only, size is BGRA and normalized is FALSE;

e any of the *Pointer commands specifying the location and organization of
vertex array data are called while a non-zero vertex array object is bound (see
section 2.10), zero is bound to the ARRAY_BUFFER buffer object binding

point (see section 2.9.6), and the pointer argument is not 17,7,

The index parameter in the VertexAttrib*Pointer commands identifies the
generic vertex attribute array being described. The error INVALID_VALUE is gen-
erated if index is greater than or equal to the value of MAX VERTEX_ATTRIBS.
Generic attribute arrays with integer fype arguments can be handled in one of three
ways: converted to float by normalizing to [0, 1] or [—1, 1] as described in equa-
tions 2.1 and 2.2, respectively; converted directly to float, or left as integers. Data
for an array specified by VertexAttribPointer will be converted to floating-point
by normalizing if normalized is TRUE, and converted directly to floating-point oth-
erwise. Data for an array specified by VertexAttribIPointer will always be left as

5 This error makes it impossible to create a vertex array object containing client array pointers,
while still allowing buffer objects to be unbound.
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Sizes and
Component Integer
Command Ordering Handling | Types

VertexAttribPointer 1,2,3,4,BGRA | flag byte, ubyte, short,
ushort, int, uint,
fixed, float, half,

double, packed

VertexAttribIPointer 1,2,3,4 integer byte, ubyte, short,
ushort, int, uint
VertexAttribLPointer 1,2,3,4 n/a double

Table 2.5: Vertex array sizes (values per vertex) and data types. The “Integer
Handling” column indicates how fixed-point data types are handled: “cast” means
that they are converted to floating-point directly, “normalize” means that they are
converted to floating-point by normalizing to [0, 1] (for unsigned types) or [—1, 1]
(for signed types), “integer” means that they remain as integer values, and “flag”
means that either “cast” or “normalized” applies, depending on the setting of the
normalized flag in VertexAttribPointer. If size is BGRA, vertex array values are
always normalized, irrespective of the “normalize” table entry. packed is not a GL
type, but indicates commands accepting multiple components packed into a single
uint.
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integer values; such data are referred to as pure integers. Data for an array speci-
fied by VertexAttribLPointer must be specified as double-precision floating-point
values. An INVALID_ENUM error will be generated by VertexAttribLPointer if
type is not DOUBLE.

The one, two, three, or four values in an array that correspond to a single vertex
comprise an array element. When size is BGRA, it indicates four values. The values
within each array element are stored sequentially in memory. However, if size is
BGRA, the first, second, third, and fourth values of each array element are taken
from the third, second, first, and fourth values in memory respectively. If stride
is specified as zero, then array elements are stored sequentially as well. The error
INVALID_VALUE is generated if stride is negative. Otherwise pointers to the ith
and (7 + 1)st elements of an array differ by stride basic machine units (typically
unsigned bytes), the pointer to the (i 4+ 1)st element being greater. For each com-
mand, pointer specifies of the first value of the first element
of the array being specified.

When values for a vertex shader attribute variable are sourced from an enabled
generic vertex attribute array, the array must be specified by a command compat-
ible with the data type of the variable. The values loaded into a shader attribute
variable bound to generic attribute index are undefined if the array for index was
not specified by:

e VertexAttribPointer, for single-precision floating-point scalar, vector, and
matrix types

e VertexAttribIPointer with rype BYTE, SHORT, or INT for signed integer
scalar and vector types

e VertexAttribIPointer with fype UNSIGNED_BYTE, UNSIGNED_SHORT, Or
UNSIGNED_INT for unsigned integer scalar and vector types

o VertexAttribLPointer, for double-precision floating-point scalar and vector
types.
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secondary color, color index, edge flag, fog coordinate, or texture coordinate array,
respectively.

An individual generic vertex attribute array is enabled or disabled by calling
one of

void EnableVertexAttribArray( uint index);
void DisableVertexAttribArray( uint index);

where index identifies the generic vertex attribute array to enable or disable.

An INVALID_VALUE error is generated if index is greater than or equal to
MAX_VERTEX_ ATTRIBS.

The command

void VertexAttribDivisor( uint index, uint divisor);

modifies the rate at which generic vertex attributes advance when rendering multi-
ple instances of primitives in a single draw call. If divisor is zero, the attribute at
slot index advances once per vertex. If divisor is non-zero, the attribute advances
once per divisor instances of the primitives being rendered. An attribute is referred
to as instanced if its divisor value is non-zero.

An INVALID_VALUE error is generated if index is greater than or equal to the
value of MAX_VERTEX_ATTRIBS.

The command

void ClientActiveTexture( enum fexture );

is used to select the vertex array client state parameters to be modified by the Tex-
CoordPointer command and the array affected by EnableClientState and Dis-
ableClientState with parameter TEXTURE_COORD_ARRAY. This command sets the
client state variable CLIENT ACTIVE_ TEXTURE. Each texture coordinate set has
a client state vector which is selected when this command is invoked. This state
vector includes the vertex array state. This call also selects the texture coordinate
set state used for queries of client state.

Specifying an invalid texture generates the error INVALID_ENUM. Valid values
of texture are the same as for the MultiTexCoord commands described in sec-
tion 2.7.

The command

void ArrayElementInstanced( int i, int instance);
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does not exist in the GL, but is used to describe functionality in the rest of this
section. This command transfers the ith element of every enabled, non-instanced
array, and the L’Zfﬁi@iej ’th element of every enabled, instanced array to the GL.
The effect of

ArrayElementInstanced (i, instance);
is the same as the effect of the command sequence

if (normal array enabled)
Normal3[type]v (normal array element i) ;
if (color array enabled)
Color[size][type]v (color array element i) ;
if (secondary color array enabled)
SecondaryColor3[type]v (secondary color array element 1) ;
if (fog coordinate array enabled)
FogCoord|[type]v (fog coordinate array element 1) ;
for (j = 0; j < textureUnits; j++) {
if (texture coordinate set j array enabled)
MultiTexCoord[size][type]v (TEXTUREO + j, texcoord(7,
}
if (color index array enabled)
Index[type]v (color index array element 1) ;
if (edge flag array enabled)
EdgeFlagv (edge flag array element i) ;
for (j = 1; j < genericAttributes; j++) {
if (generic vertex attribute j array enabled) {
if (vertex attrib array divisor 3 > 0)

k = floor (instance / vertex attrib array divisor j);
else
k = 1;

VertexAttrib[size][typelv (7, genattrib(j, k));

}
}

if (generic vertex attribute array O enabled) {
if (vertex attrib array divisor 0 > 0)

k = floor (instance / vertex attrib array divisor 0) ;
else
k = 1;

VertexAttrib[size][typelv (0, genattrib (0, k));
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} else if (vertex array enabled) {
Vertex[size][type]v (vertex array element 1) ;
¥

genattrib (attrib, 1) represents the ith element of the vertex array for
generic attribute attrib, and texcoord (coord, 1) represents the ith element
of the vertex array for texture coordinate set coord. textureUnits and genericAt-
tributes give the number of texture coordinate sets and generic vertex attributes
supported by the implementation, respectively. “[size]” and “[type]” correspond
to the size and type of the corresponding array. For generic vertex attributes, it is
assumed that a complete set of vertex attribute commands exists, even though not
all such commands are provided by the GL.

When an array contains packed data, the pseudocode above will use the packed
equivalent with the type of that data. For example, when a generic vertex attribute
array contains packed data, the VertexAttribP[size]uiv command will be called
instead of VertexAttrib[size][type]v.

Similarly when a generic vertex attribute array contains pure integer data,
VertexAttribl[size][type]v will be called; when an array contains fixed-point
data, attribute values are specified in the signed 2’s complement 16.16 fixed-
point fixed format; when an array contains double-precision data, VertexAt-
tribL[size][type]v will be called; and when a generic attribute array normalization
flag is set, and the array data type is not FLOAT, HALF_FLOAT, or DOUBLE, Ver-
texAttrib[size]N[type]v will be called.

Changes made to array data between the execution of Begin and the corre-
sponding execution of End may affect calls to ArrayElementInstanced that are
made within the same Begin / End period in non-sequential ways. That is, a call
to ArrayElementInstanced that precedes a change to array data may access the
changed data, and a call that follows a change to array data may access original
data.

Specifying 7 < 0 results in undefined behavior. ~Generating the error
INVALID_VALUE is recommended in this case.

The command

void ArrayElement( int i);
behaves identically to
ArrayElementInstanced (i, 0) .

Primitive restarting is enabled or disabled by calling one of the commands
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void Enable( enum rarget );

and
void Disable( enum target );

with farget PRIMITIVE_RESTART. The command
void PrimitiveRestartIndex( uint index);

specifies the index of a vertex array element that is treated specially when prim-
itive restarting is enabled. This value is called the primitive restart index. When
ArrayElementInstanced is called between an execution of Begin and the corre-
sponding execution of End, if ¢ is equal to the primitive restart index, then no
vertex data is dereferenced, and no current vertex state is modified. Instead, it is
as if End were called, followed by a call to Begin where mode is the same as the
mode used by the previous Begin.

When one of the *BaseVertex drawing commands specified in section 2.8.2 is
used, the primitive restart comparison occurs before the basevertex offset is added
to the array index.

2.8.1 Packed Vertex Data Formats

UNSIGNED_INT_2_10_10_10_REVand INT_2_10_10_10_REV vertex data for-
mats describe packed, 4 component formats stored in a single 32-bit word.

For the UNSIGNED_INT_2_10_10_10_REV vertex data format, the first (x),
second (y), and third (2) components are represented as 10-bit unsigned integer
values and the fourth (w) component is represented as a 2-bit unsigned integer
value.

For the INT_2_10_10_10_REV vertex data format, the x, y and z compo-
nents are represented as 10-bit signed two’s complement integer values and the w
component is represented as a 2-bit signed two’s complement integer value.

The normalized value is used to indicate whether to normalize the data to [0, 1]
(for unsigned types) or [—1, 1] (for signed types). During normalization, the con-
version rules specified in equations 2.1 and 2.2 are followed.

Tables 2.6 and 2.7 describe how these components are laid out in a 32-bit word.

2.8.2 Drawing Commands

The command
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31 30 29 28 27 26 25 24 23 22 21 20 19 18 17 16 15 14 13 12 1110 9 8 7 6 5 4 3 2 1 0

Table 2.6: Packed component layout for non-BGRA formats. Bit numbers are indi-
cated for each component.

31 30 29 28 27 26 25 24 23 22 21 20 19 18 17 16 15 14 13 12 11109 8 7 6 5 4 3 2 1 0

Table 2.7: Packed component layout for BGRA format. Bit numbers are indicated
for each component.

void DrawArraysOnelnstance( enum mode, int first,
sizel count, int instance, uint baseinstance);

does not exist in the GL, but is used to describe functionality in the rest of this sec-
tion. This command constructs a sequence of geometric primitives using elements
first through first + count — 1 of each enabled non-instanced array. mode specifies
what kind of primitives are constructed, and accepts the same token values as the
mode parameter of the Begin command. If mode is not a valid primitive type, an
INVALID_ENUM error is generated. If count is negative, an INVALID_VALUE error
is generated.

The value of instance may be read by a vertex shader as g1_InstancelID, as
described in section 2.14.12.

The effect of

DrawArraysOnelnstance (mode, first, count, instance, baseinstance) ;
is the same as the effect of the command sequence

Begin (mode) ;

for (int 1 = 0; 1 < count ; i++)
ArrayElementInstanced ( first + i, instance) ;
End () ;

with one exception: the current normal coordinate, color, secondary color, color in-
dex, edge flag, fog coordinate, texture coordinates, and generic attribute values are
not modified by the execution of DrawArraysOnelnstance, if the corresponding
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Specifying first < O results in undefined behavior. Generating the error
INVALID_ VALUE is recommended in this case.
The command

void DrawArrays( enum mode, int first, sizei count);
is equivalent to the command sequence
DrawArraysOnelnstance (mode, first, count, 0, 0);
The command

void DrawArraysInstancedBaselnstance( enum mode,
int first, sizei count, sizei primcount,
uint baseinstance );

behaves identically to DrawArrays except that primcount instances of the range of
elements are executed and the value of instance advances for each iteration. Those
attributes that have positive values for divisor, as specified by VertexAttribDivi-
sor, advance once every divisor instances. Additionally, the first element within
those instanced vertex attributes is specified in baseinstance.
DrawArraysInstancedBaselnstance has the same effect as:

if (mode, count, or primcount is invalid)
generate appropriate error
else {
for (i = 0; i < primcount; i++) {
DrawArraysOnelnstance (mode, first, count, i,
baseinstance) ;

}

The command

void DrawArraysInstanced( enum mode, int first,
sizei count, sizei primcount);

is equivalent to the command sequence

DrawArraysInstancedBaselnstance (mode, first, count, primcount,
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The command

void DrawArraysIndirect( enum mode, const
void *indirect);

has the same effect as:

typedef struct {
uint count;
uint primCount;
uint first;
uint baselnstance;
} DrawArraysIndirectCommand;

DrawArraysIndirectCommand xcmd =
(DrawArraysIndirectCommand =) indirect;

DrawArraysInstancedBaselnstance (mode, cmd->first, cmd->count,
cmd->primCount, cmd->baselnstance);

Unlike DrawArraysInstanced, first is unsigned
and cannot cause an error.
All elements of DrawArraysIndirectCommand are tightly packed 32 bit val-
ues.
The command

void MultiDrawArrays( enum mode, const int *first,
const sizei *count, sizei primcount);

behaves identically to DrawArraysInstanced except that primcount separate
ranges of elements are specified instead, all elements are treated as though they
are not instanced, and the value of instance remains zero. It has the same effect
as:

if (mode or primcount is invalid)
generate appropriate error
else {
for (1 = 0; i < primcount; i++) {
if (count[i] > 0)
DrawArraysOnelnstance (mode, first[i], count[i],
0, 0);
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The command

void DrawElementsOnelnstance( enum mode, sizei count,
enum type, const void *indices, int instance,
uint baseinstance );

does not exist in the GL, but is used to describe functionality in the rest of this sec-
tion. This command constructs a sequence of geometric primitives using the count
elements whose indices are stored in indices. type must be one of UNSIGNED_ -
BYTE, UNSIGNED_SHORT, or UNSIGNED_INT, indicating that the index values are
of GL type ubyte, ushort, or uint respectively. mode specifies what kind of
primitives are constructed, and accepts the same token values as the mode parame-
ter of the Begin command.

The value of instance may be read by a vertex shader as g1_InstancelID, as
described in section 2.14.12.

If an enabled vertex attribute array is instanced (it has a non-zero attribute
divisor as specified by VertexAttribDivisor), the element that is transferred to the
GL is given by:

VnstcmceJ .
——— | + baseinstance
divisor
The effect of

DrawElementsOnelnstance (mode, count, type, indices) ;
is the same as the effect of the command sequence

Begin (mode) ;

for (int 1 = 0; 1 < count ; i++)
ArrayElementInstanced (indices[1], instance) ;
End () ;

with one exception: the current normal coordinates, color, secondary color, color
index, edge flag, fog coordinate, texture coordinates, and generic attributes are not
modified by the execution of DrawElementsOnelnstance, if the corresponding
array is enabled. Current values corresponding to disabled arrays are not modified
by the execution of DrawElementsOnelnstance.

The command

void DrawElements( enum mode, sizei count, enum type,
const void *indices);
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behaves identically to DrawElementsOnelnstance with the instance and basein-
stance parameters set to zero; the effect of calling

DrawElements (mode, count, type, indices) ;
is equivalent to the command sequence:

if (mode, count or type is invalid)
generate appropriate error
else
DrawElementsOnelnstance (mode, count, type, indices, 0, 0);

The command

void DrawElementsInstancedBaselnstance( enum mode,
sizei count, enumtype, const void *indices,
sizei primcount, uint baseinstance );

behaves identically to DrawElements except that primcount instances of the set
of elements are executed and the value of instance advances between each set.
Instanced attributes are advanced as they do during execution of DrawArraysIn-
stancedBaselInstace, and baseinstance has the same effect. It has the same effect
as:

if (mode, count, type, or primcount is invalid)
generate appropriate error
else {
for (int i = 0; 1 < primcount; i++) {
DrawElementsOnelnstance (mode, count, type, indices, 1,
baseinstance) ;

}

The command

void MultiDrawElements( enum mode, const
sizei *count, enumtype, const void * const *indices,
sizei primcount);

behaves identically to DrawElementsInstanced except that primcount separate
sets of elements are specified instead, all elements are treated as though they are
not instanced, and the value of instance remains zero. It has the same effect as:
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if (mode, count, primcount, or type is invalid)
generate appropriate error
else {
for (int 1 = 0; 1 < primcount; i++)
DrawElementsOnelnstance (mode, count[i], type,
indices[1], 0, 0);

}

The command

void DrawRangeElements( enum mode, uint start,
uint end, sizei count, enumtype, const
void *indices);

is a restricted form of DrawElements. mode, count, type, and indices match the
corresponding arguments to DrawElements, with the additional constraint that all
index values identified by indices must lie between start and end inclusive.

Implementations denote recommended maximum amounts of vertex and index
data, which may be queried by calling GetIntegerv with the symbolic constants
MAX_ELEMENTS_VERTICES and MAX_ELEMENTS_INDICES. If end — start + 1
is greater than the value of MAX_ELEMENTS_VERTICES, or if count is greater than
the value of MAX_ELEMENTS_INDICES, then the call may operate at reduced per-
formance. There is no requirement that all vertices in the range [start, end] be
referenced. However, the implementation may partially process unused vertices,
reducing performance from what could be achieved with an optimal index set.

The error INVALID_VALUE is generated if end < start. Invalid mode, count,
or type parameters generate the same errors as would the corresponding call to
DrawElements. It is an error for index values (other than the primitive restart
index, when primitive restart is enabled) to lie outside the range [start,end],
but implementations are not required to check for this. Such indices will cause
implementation-dependent behavior.

The commands

void DrawElementsBaseVertex( enummode, sizei count,
enum type, const void *indices, int basevertex);
void DrawRangeElementsBaseVertex( enum mode,
uint start, uint end, sizei count, enum type, const
void *indices, int basevertex);
void DrawElementsInstancedBaseVertex( enum mode,
sizei count, enumtype, const void *indices,
sizei primcount, int basevertex);
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void DrawElementsInstancedBaseVertexBaselnstance(
enummode, sizei count, enumtype, const
void *indices, sizei primcount, int basevertex,
uint baseinstance );

are equivalent to the commands with the same base name (without the BaseVertex
suffix), except that the ith element transferred by the corresponding draw call will
be taken from element indices|i] + basevertex of each enabled array. If the result-
ing value is larger than the maximum value representable by type, it should behave
as if the calculation were upconverted to 32-bit unsigned integers (with wrapping
on overflow conditions). The operation is undefined if the sum would be negative
and should be handled as described in section 2.9.4. For DrawRangeElementsBa-
seVertex, the index values must lie between start and end inclusive, prior to adding
the basevertex offset. Index values lying outside the range [start, end] are treated
in the same way as DrawRangeElements.

For DrawElementsInstancedBaseVertexBaselnstance, baseinstance is used
to offset the element from which instanced vertex attributes (those with a non-zero
divisor as specified by VertexAttribDivisor) are taken.

The command

void DrawElementsIndirect( enum mode, enum type, const
void *indirect);

has the same effect as:

typedef struct {
uint count;
uint primCount;
uint firstIndex;
int baseVertex;
uint baselInstance;
} DrawElementsIndirectCommand;

if (no element array buffer is bound) {

generate appropriate error
} else {

DrawElementsIndirectCommand *cmd =
(DrawElementsIndirectCommand =*)indirect;

DrawElementsInstancedBase VertexBaselnstance (mode,
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cmd->count, type,
cmd->firstIndex * size-of-type,
cmd->primCount, cmd->baseVertex,
cmd->baselInstance) ;

}

As with DrawElementsInstancedBaseVertex, vertex attributes may be
sourced from client arrays or vertex buffer objects. Unlike DrawElementsIn-
stancedBaseVertex, indices may not come from a client array and must come
from an index buffer. An INVALID_OPERATION error is generated if no element
array buffer is bound.

All elements of DrawElement sIndirectCommand are tightly packed.

The command

void MultiDrawElementsBaseVertex( enum mode, const
sizei *count, enumtype, const void * const *indices,
sizeil primcount, const int *basevertex);

behaves identically to DrawElementsBaseVertex, except that primcount separate
lists of elements are specified instead. It has the same effect as:

if (mode or primcount is invalid)
generate appropriate error
else {
for (int 1 = 0; 1 < primcount; i++)
if (count[i] > 0)
DrawElementsBaseVertex (mode, count[i], type,
indices[1], basevertex[1i]) ;

The command

void InterleavedArrays( enum format, sizei stride, const
void *pointer);

efficiently initializes the six arrays and their enables to one of 14 configurations.

format must be one of 14 symbolic constants: V2F, V3F, C4UB_V2F, C4UB_-

V3F, C3F_V3F, N3F_V3F, CAF_N3F_V3F, T2F_V3F, T4F_VA4F, T2F_C4UB_V3F,

T2F_C3F_V3F, T2F_N3F_V3F, T2F_CA4F_N3F_V3F, or TAF_C4F_N3F_VA4F.
The effect of
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‘ format ey ‘ e ‘ en ‘ St ‘ Se ‘ Su te
V2F False | False | False 2
V3F False | False | False 3
C4UB_V2F False | True | Fualse 4 | 2 | UNSIGNED_BYTE
C4UB_V3F False | True | False 4 | 3 | UNSIGNED_BYTE
C3F_V3F False | True | False 313 FLOAT
N3F_V3F False | False | True 3
C4F_N3F_V3F False | True | True 4 1 3 FLOAT
T2F_V3F True | False | False | 2 3
T4F_VA4F True | False | False | 4 4
T2F_CAUB_V3F True | True | False | 2 | 4 | 3 | UNSIGNED_BYTE
T2F_C3F_V3F True | True | False | 2 | 3 | 3 FLOAT
T2F_N3F_V3F True | False | True | 2 3
T2F_C4F_N3F_V3F | True | True | True | 2 | 4 | 3 FLOAT
T4F_CAF_N3F_V4F | True | True | True | 4 | 4 | 4 FLOAT
’ format De ‘ Dn ‘ Dy ‘ S
V2F 0 2f
V3F 0 3f
CAUB_V2F 0 c c+2f
C4UB_V3F 0 c c+3f
C3F_V3F 0 3f 6f
N3F_V3F 0 3f 6f
C4F_N3F_V3F 0 | 4f 7f 10f
T2F_V3F 2f 5f
T4F_VAF 4f 8f
T2F_C4UB_V3F 2f c+2f | c+5f
T2F_C3F_V3F 2f 5f 8f
T2F_N3F_V3F 2f 5f 8f
T2F_CA4F_N3F_V3F | 2f | 6f 9f 12f
TAF_CA4F_N3F_V4F | 4f | 8f 11f 15f

Table 2.8: Variables that direct the execution of InterleavedArrays. f is
sizeof (FLOAT). c is 4 times sizeof (UNSIGNED_BYTE), rounded up to
the nearest multiple of f. All pointer arithmetic is performed in units of
sizeof (UNSIGNED_BYTE).
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InterleavedArrays ( format, stride, pointer) ;

is the same as the effect of the command sequence

if (format or stride is invalid)
generate appropriate error
else {
int str;
set et, €, €, St, Sc,y Su, tes Pes P, Pu, and s as a function
of table 2.8 and the value of format.
str = stride;
if (striszero)

str = s;
DisableClientState (EDGE_FLAG_ARRAY) ;
DisableClientState (INDEX_ARRAY) ;

(
(
DisableClientState (SECONDARY_COLOR_ARRAY) ;
DisableClientState (FOG_COORD_ARRAY) ;
1f (ep) {
EnableClientState (TEXTURE_COORD_ARRAY) ;
TexCoordPointer (s;, FLOAT, str, pointer) ;

} else
DisableClientState (TEXTURE_COORD_ARRAY) ;
if (ee) {

EnableClientState (COLOR_ARRAY) ;
ColorPointer (s, t., str, pointer + p.) ;

} else
DisableClientState (COLOR_ARRAY) ;
if (en) {

EnableClientState (NORMAL_ARRAY) ;

NormalPointer (FLOAT, str, pointer + py,) ;
} else

DisableClientState (NORMAL_ARRAY) ;
EnableClientState (VERTEX_ARRAY) ;
VertexPointer (s, FLOAT, str, pointer + py) ;

}

If the number of supported texture units (the value of MAX_TEXTURE_COORDS)
is m and the number of supported generic vertex attributes (the value of MAX_—
VERTEX_ATTRIBS) is n, then the state required to implement vertex arrays consists
of an integer for the client active texture unit selector, 7 + m + n boolean values,
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7 + m + n memory pointers, 7 + m + n integer stride values, 7 + m + n sym-
bolic constants representing array types, 3 + m -+ n integers representing values
per element, n boolean values indicating normalization, n boolean values indicat-
ing whether the attribute values are pure integers, n integers representing vertex
attribute divisors, and an unsigned integer representing the restart index.

In the initial state, the
boolean values are each false, the memory pointers are each NULL, the strides are
each zero, the array types are each FLOAT, the integers representing values per
element are each four, the normalized and pure integer flags are each false, the
divisors are each zero, and the restart index is zero.

2.9 Buffer Objects

The GL uses many types of data supplied by the client. Some of this data must be
stored in server memory, and it is usually desirable to store other types of frequently
used client data, such as vertex array and pixel data, in server memory even if the
option to store it in client memory exists. Buffer objects provide a mechanism to
allocate, initialize, and render from such memory.

The command
void GenBuffers( sizei n, uint *buffers);

returns n previously unused buffer object names in buffers. These names are
marked as used, for the purposes of GenBuffers only, but they acquire buffer state
only when they are first bound with BindBuffer (see below), just as if they were
unused.

Buffer objects are deleted by calling

void DeleteBuffers( sizei n, const uint *buffers);

buffers contains n names of buffer objects to be deleted. After a buffer object
is deleted it has no contents, and its name is again unused. =~ Unused names in
buffers that have been marked as used for the purposes of GenBuffers are marked
as unused again. Unused names in buffers are silently ignored, as is the value zero.

2.9.1 Creating and Binding Buffer Objects

A buffer object is created by binding to a buffer target. The
binding is effected by calling
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Target name Purpose Described in section(s) ‘
ARRAY_BUFFER Vertex attributes 2.9.6
ATOMIC_COUNTER_BUFFER Atomic counter storage 2.14.7
COPY_READ_BUFFER_BINDING | Buffer copy source 2.9.5
COPY_WRITE_BUFFER_BINDING | Buffer copy destination 2.9.5
DRAW_INDIRECT_BUFFER Indirect command arguments | 2.9.8
ELEMENT_ARRAY_ BUFFER Vertex array indices 2.9.7
PIXEL_PACK_BUFFER Pixel read target 43.2,6.1
PIXEL_UNPACK_BUFFER Texture data source 3.7
TEXTURE_BUFFER Texture data buffer 3.10.7
TRANSFORM_FEEDBACK_BUFFER | Transform feedback buffer 2.20
UNIFORM_BUFFER Uniform block storage 2.14.7

Table 2.9: Buffer object binding targets.

void BindBuffer( enum farget, uint buffer);

target must be one of the targets listed in table 2.9. If the buffer object named
buffer has not been previously bound,

the GL creates a new state vector, initial