

Abstract — Industry is more and more interested in executing

business functions that span multiple applications. This demands
high-levels of interoperability and a more flexible and adaptive
business process management. The trend is to have systems
assembled from a loosely coupled collection of Web services,
which are ubiquitous and organically integrated. This technical
area appears to be a natural environment in which the agent
technology can be exploited with significant advantages.

In the present paper, we propose a framework with the aim of
supporting an agent-based SOA. The peculiar characteristic and
strength of our research work is the integration of the agent
technology with other strategic technologies, that is Web services,
workflow, rule engine and semantic Web.

Index Terms — Multi -agent systems, service oriented
architecture, workflow, ontology, rule engine, trust management.

I. INTRODUCTION

ost of the technology and market research companies,
which provides their clients with advice about

technology's impact on business and consumers, agree on the
fact that the adoption of a SOA paradigm is strategic and
should be part of the most forward-looking software projects.
Nevertheless the paradigm shift is still quite challenging.

Agent technology is more and more considered one of the
most interesting technologies to successfully support SOA. In
fact, besides being an ideal mechanism for implementing
complex systems, agent technology is well-suited to
applications that are communication-centric, based on
distributed computational and information systems, and
requiring autonomous components readily adaptable to
changes.

Considering their peculiar features, the central role that
agents should play in a SOA scenario is to efficiently support
distributed computing and to allow the dynamically
composition of Web services. To be successful, it is crucial to
appropriately engineer and integrate agent technology with
other technologies that have found and will find a purpose
within enterprise computing: workflows, rule engines, the
semantic Web and Web services.

The vision which is making its way into the research
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community is to encapsulate the organization’s functionalities
within appropriate interfaces and advertise them as one or
more Web services, which could be integrated, when brought
into play, in workflows. This innovative idea brings with it
new outstanding opportunities but also new great issues,
related mainly to the ability of automatically discovering and
composing Web services. An answer to these problems could
come from the semantic Web technology.

Recently, we have seen an explosion of interest in
ontologies as artefacts to represent human knowledge and as a
critical component in several applications; among these the e-
business applications. Moreover the “marriage” between
agents and ontologies seems to be the kind of technology that
can significantly change the face of enterprise software.

On the one hand, ontologies should accomplish the task of
giving a precious support to solve two tricky problems: how to
efficiently discover Web services and how to make possible
the interoperability of heterogeneous Web services. In order to
facilitate the resolution of such a structural and semantic
heterogeneity, Web services, which play the role of workflow
components, will have their interfaces semantically described
by ontological concepts.

On the other hand, ontologies enable agents to communicate
in a semantic way, exchanging messages which convey
information according to explicit domain ontologies.

In this scenario agents represent the backbone of the system
and the “glue” that could hold these pieces together and make
them perform properly.

Assuming to adopt an agent-based approach, a typical
agent-based SOA scenario would be characterized mainly by
three actors: service providers, business process manager and
users, playing roles which would be allocated to different
concrete agents. The system architecture would likely be
organized in communities constituted by different kinds of
agents: service providers, personal assistants and middle
agents (e.g. service brokers, user profile managers, workflow
managers, etc). In order to achieve their goals (semantic
matching, service contracting and so on) these autonomous
agents should be able to perform their tasks in cooperation or
competition with other agents and to interoperate with external
entities (e.g., legacy software systems). Moreover they should
show reasoning capabilities and should have a support for
dynamic behaviour modification based on business rules.
Finally they should be able to build workflows, compose the
external Web services and monitor their execution. The entire
process should be supported by a distributed trust
management.
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Clearly the researchers are well aware that such a scenario is
quite ambitious and the outlined objectives difficult to achieve
in a short period. Indeed there are several overlooked technical
issues and the existing technology presents significant
limitations. Nevertheless the realizations of prototype systems
centred on the underlying infrastructure can be of great help in
order to raise awareness of these issues and to delineate
possible solutions.

Bearing in mind what said above, the aim of the present
paper, which is an evolution of our previous paper [23], is to
introduce a framework, under development at the University of
Parma, for the realization of an agent-based SOA.

In the next section we discuss the related work in the fields
of the emergent and more established technologies which we
aim at integrating with agent technology. Section 3 describes
the framework aiming at being the basis for the realization of
successful and innovative agent-based SOA. In this section we
focus mainly on its architecture, the BPEL engine, the
ontological support, the integration with a rule engine and our
proposal for a distributed trust management. The paper ends
by drawing some conclusions around the results of the work
done, and by outlining some considerations regarding our
future research directions.

II. RELATED WORK

There is evidence from several research studies [1],[24] that
agents represent one of the most suitable technologies which
can be used to meet the performance needs for innovative
business applications. In particular the current interest in using
agents for developing e-business applications, business process
management and enterprise integration is rising mostly
because different works have shown how agent technology can
be leveraged if used together with technologies exploited in
the Internet, that is, semantic Web, Web services and
workflows [5],[7],[12],[19],[22].

Semantic Web technologies appear to be the right means to
provide the semantic integration between data and processes
across systems that can be owned by different enterprises [6].
This technology is not completely mature yet; some major
activities related to the definition of languages for expressing
the semantics of the Web are still in progress [16],[8].
Nevertheless different works have shown how the powerful
synergism between agents and semantic Web could be very
promising [19],[29] and some efforts have been made in order
to define ontology models and develop tools suitable for
agents aiming at being truly semantic aware agents. The
research community contributions have been mainly devoted
to cope with three different issues:
- The formal definition of a standard language for

expressing semantics on the web which has led to the Web
Ontology Language,

- The development of integral software infrastructures, for
writing semantic web applications, offering a variety of
tools to engineer ontologies.

- The development of ontological supports specifically

thought for multiagent systems.
The second and third points are strictly connected to the

first one since OWL is considered the reference language;
therefore the work carried out, starting from OWL, has
developed tools more suitable for different contexts.

As far as the second point is concerned, an interesting
approach is characterized by the definition of a meta-model
that closely reflects the OWL syntax and semantics. This is the
case of the modelling APIs of Jena, which is the most famous
and widely used tool in the sphere of the semantic web (and
recently also in the context of multiagent systems).

Considering the third point, the focus is on the specific
needs of multiagent systems, and the objective is to provide a
communication support enabling agent to perform the proper
semantic checks on a given content expression. A significant
example of the efforts made in this direction is represented by
the ontological support of JADE, designed to represent, using
Java objects, a taxonomy of concepts. Such semantically aware
agents should then be able to discover, invoke, compose and
monitor those Web resources that provide services. In order to
make agents able to use a service, they need a computer
interpretable description of the service itself and furthermore
to know the means by which it is accessible. To that purpose, a
community of researchers is developing an ontology of
services, called OWL-S, with the aim of providing a semantic
orientation to the description of Web services.

To enable software systems for innovative business
applications, security issues have to be carefully analysed and
sound solutions have to be deployed. A number of different
solutions for the problems of authentication and authorization
in open systems have been proposed in the scientific literature,
and some standards have emerged through the years. Most of
them are based on some kind of PKI and signed certificates
issued by a Certification Authority. In particular, this is the
case of X.509, which is the best known and adopted standard
for authentication and authorization. However, its weaknesses
have been clearly demonstrated in a number of works [15],
above all related to its effort to create a global directory of
unique names. Relying on an external entity as root of all
certifications represents an additional, not directly
controllable, point of failure for the whole system.

In contrast, different approaches have been proposed, based
on local names. Both SDSI and PetName Markup Language
allow local names to be used in a global scale by prefixing
them with the public key of the principal defining them, in the
form of (key, name) couples. This way, name conflicts are
solved thanks to the uniqueness of the public keys. In [32],
authors show that local names and YURLs are more robust
than global names to phishing attacks, arguing the root for
these attacks lie in the global namespace itself. Moreover, in
[21], authors shows that local names and a subset of the
SDSI/SPKI standard [9] can be used to implement a
distributed RBAC infrastructure, in which local names are
interpreted as distributed roles, whose name is localized to
their defining principal (key).



Local names and delegation certificates are the key to build
systems adhering trust management principles [18]. These
systems are completely distributed as they avoid any
centralized authority. This way they can easily scale to large
peer-to-peer networks, where each node is in charge of
protecting its own resources and to show proper credentials
when accessing resources of other nodes.

In recent years a lot of research work has been undertaken
ranging from the use of workflows in distributed systems to the
use of agent technology for the management of workflows
[7][24][19]. The most important contribution of our work is
firstly the use of agents as a support of all the activities
involved in the development and execution of a business
process, i.e. the workflow generation, the distribution of
workflow tasks, the control of their execution and finally the
re-allocation of tasks in case of failure of some service
components. Secondly, the integration of the agent technology
with those technologies we consider crucial for accomplishing
strategic business objectives.

To conclude just a few remarks on JADE since it is
considered the reference implementation of the FIPA
specifications and one of the most used and promising agent
development framework. The present release of JADE tries to
provide agent developers with a support integrating almost all
these technologies, even if in our opinion only partially. As a
matter of fact, JADE agents can exploit an ontological model
of the application domain to improve their interactions, are
able to interact with external Web services [12] and finally
different works have shown how the integration of a JADE
agent with the Jess rule engine is feasible. But this simply
represents a first step towards an effective support of the SOA
paradigm.

III. TOWARDS A SERVICE ORIENTED ARCHITECTURE

To overcome the limits of the present release of JADE, we
have realized an agent based framework called MASE (Multi-
Agent Service Environment), which is the evolution of our
previous framework GAIN [22], that allows dynamically
composing Web services. Its architecture is based on a society
of agents, mostly composed of two kinds of agents: component
managers and workflow managers.

Each component manager is associated to one or more Web
services and is responsible for the interaction with them.
Through the use of the WSIG JADE add-on [12], the
component managers are able to invoke a Web service,
converting ACL messages into WSDL descriptions and vice
versa. Moreover, a component manager allows a flexible
provision of services defining “on the fly” the features of the
services (price, timing, etc.) through a set of business rules
managed by a rule engine and modifiable by the operators of
the service provider through a Web interface.

Workflow managers have the goal of supporting users in the
process of building the workflows, composing external Web
services and monitoring their execution. To accomplish this
complex activity the workflow managers provide the users

with two alternative automatic procedures:
Predefined workflow; the workflow is extracted from a

repository of standard and common templates, e.g. templates
used in previous computations. In this case the duty of the
workflow manager is to support the user in the selection of the
most appropriate Web services for the execution of the
different workflow tasks. The workflow manager is able to
select a matching service thanks to the exploitation of a shared
ontology that gives a common knowledge background to all
the agents in the system.

Dynamic workflow; the workflow manager, according to the
user’s requirements, creates a new workflow, composing the
atomic services available in the system. This is done by
applying a planner (we have realized it by extending the SGP
planner [28]) that works on the operators extracted from the
OWL-S descriptions of the Web services, provided by
component managers. After the composition of the final
workflow, the workflow manager is able to update it and
possibly replace those Web services that are failed or no more
available or cannot satisfy the execution time constraints.

Moreover, MASE offers to the users the possibility of
manually building workflows. In this case, a personal assistant
(i.e. an agent, associated with each user active in the system,
responsible for the interaction between the user and the other
parts of the system) helps its user presenting her/him the tasks
(Web services) that can be composed and possibly informing
her/him when the realized workflow does not satisfy the
composition rules, coming from the related OWL-S
descriptions. When a complete workflow is realized, the user
can ask its personal assistant to delegate the workflow
execution to a workflow manager. The enactment is clearly a
problematic phase. When a workflow is going to be executed,
a Web service could be no more available due to the
expiration of a timeout, a failure of a resource or other
unpredictable problems. In this case the workflow manager
helps the user finding a new solution, creating a new contract
phase with all the component managers that are able to satisfy
the task and suggesting to the user the replacement of the
failed service with the new one.

So far we have given a concise description of the system
architecture and the responsibilities of the major system
components, intentionally leaving out the treatment of the
issues connected to the tools needed by the agents, in order to
carry out their activities. In the following subsections, we will
go into details, illustrating our proposals and the implemented
tools.

A. The BPEL Engine
The WS-BPEL specification defines an XML-based

language for the formal description of a business process
based on Web services orchestration. It is an open standard
recently approved as an OASIS standard.



Figure 1 - Excerpt of the internal model representing the BpelDocumentImpl class and its relationship with the correlated classes

Figure 2 - Excerpt of the internal model representing the ControlFlowActivity class and its relationship with the correlated classes
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Figure 3 - The major classes of the BPEL engine

Figure 4 - An example of distributed execution



A WS-BPEL workflow is a structured XML document
composed of three main parts: (i) the definition of the process’
attributes, (ii) the definition of the execution context and (iii)
the activities to be executed. Due to industry’s increased
interest on business process management and the wide
acceptance of WS-BPEL as the language to use in the
workflow definition, several vendors are producing software
tools for workflow design, specification and enactment. The
main drawbacks of these tools are that they enact the workflow
in a centralized manner and furthermore they are not able to
dynamically exploit new Web services in case of unpredictable
event.

In the attempt to give an answer to such problems, we have
realized a framework for the distributed execution of a BPEL
process and the dynamically composition of Web services. The
BPEL process execution is constituted of three phases: (i)
interpretation of the BPEL document, (ii) creation of an
internal process model, aiming at describing in a consistent
way the business process characteristics and at the same time
to make easy and efficient the execution of the business
process itself, (iii) preparation of the execution context and
distributed execution, possibly providing for the exploitation
of new Web services.

In the first phase of the execution process we have utilized
XMLBeans (a framework, part of the Apache XML project.),
which has the advantage of fully supporting XML Schema and
XML Infoset. As far as a BPEL process is concerned there are
two schemas that have to be provided to XMLBeans in order
to parser the BPEL document: WS-BPEL schema and WSDL
schema (we have referred to WS-BPEL 2.0 and WSDL 1.1).

Regarding the second phase, in order to give an idea of how
the internal model is structured, in Figure 1 and Figure 2 two
excerpts of the model are shown. In particular, they represent
respectively the model core class, i.e. the BPELDocumentImpl
class, and a representative BPEL structured activity, i.e. the
AbstractControlFlowActivity class, together with their major
correlated classes.

The engine is responsible for efficiently executing a BPEL
process, instance of the model. The classes, playing a key role
in its implementation, are shown in Figure 3.

The main engine, part of the workflow manager agent, is
responsible for initiating and coordinating the entire execution
process. It creates the execution context, an instance of the
ExecutionContextImpl class, which will represent the
reference context during the execution process. Next, it will
identify those parts of the workflow (e.g. scope activities, sub-
activities of the flow activities, and so on), that if executed
remotely will positively affect the performance of the system,
and will delegate their execution to specific component
manager agents. Figure 4 shows an example of distributed
execution.

From what said above, it emerges clearly that we have
chosen to have stateless engines and thus to share the
execution context. As a consequence the remote engines have
to send messages to the main engine in order to update

consistently the reference execution context. We have found
out that this choice has several advantages, primarily it makes
easier to handle the possibly dependency between activities.

B. Ontology Support

The idea which mostly inspired the design of the JADE
content language and ontological support was to define an
ontology independent abstract model of the content language
that could be subsequently bound to any domain ontology
representation expressed using an object-oriented data model.
This ontological support has been conceived when the
Semantic Web was on its very early stage of research and
development and OWL was not already established as a
standard. Consequently its expressive power is clearly limited
with respect to OWL and basically allows expressing
taxonomy of concepts, predicate and actions and therefore it is
not able to represent completely the different application
domains where JADE agent may be used.

In order to provide a JADE agent with an adequate
expressive power (i.e., equivalent to the one offered by OWL
DL), it is necessary either to replace or to integrate the JADE
ontological support. In the attempt to find a suitable solution to
this problem one has to choose among the proposals described
above and others, each characterized by different domain
knowledge modelling techniques and answering different
needs. The majority of the research work in this field is
thought for the semantic Web. But while in the vision of the
semantic Web the increasing interest in ontologies is driven by
the large volumes of information available and by the need of
automating many information retrieval activities, in the agent
context the focal point is slightly different and it is mainly on
communicative acts - communications which implies actions.
Agents would use ontologies to perform the proper semantic
checks on a given content expression, and therefore ontologies
should include concepts (objects of the domain of the
discourse) but also predicates (assertions on properties of
concepts) and actions (that agents can perform in the domain).
Moreover a peculiar characteristic of the agent community is
the heterogeneity of resources available and the roles played
by different agents of a system. This leads us to choose
different approaches in different contexts. Our solution was to
realize a compound tool, called OWLBeans [5], that allows the
use of ontologies described by using OWL DL. These
ontologies can be used by agents for performing their tasks in
cooperation with other agents, for interoperating with external
entities (e.g., legacy software systems) and for performing a
semantic matching of Web services, described by using OWL-
S and having inputs and outputs associated with concepts
belonging to a domain ontology.

OWLBeans is based on a two-level approach with the aim
of coping with both the issues of managing complex ontologies
and of providing ontology management support to lightweight
agents, which seldom need to deal with the whole complexity
of a OWL DL ontology. Therefore, lightweight agents
maintain the simple JADE ontology support whereas one or
more dedicated agents, acting as ontology servers, are able to



use and manage complete OWL DL ontologies and provide the
service to the agents that need it.

The main functionality of OWLBeans is to extract JADE
ontologies from OWL DL ontologies realizing a set of
ontologies usable by JADE agents, with the obvious
shortcoming that not all the information maintained in the
original OWL ontologies are taken into account. Therefore, for
all those systems that need a complete support for OWL DL
ontologies, OWLBeans offers a set of ontology server agents
implemented as JADE agents, providing a common knowledge
base and reasoning facilities. These ontology servers use the
Jena toolkit to load, maintain and reasoning about OWL
ontologies. The other agents of the system do not need to
know anything about the Jena toolkit given that these ontology
servers provide them with a set of simple actions for querying
and manipulating the ontologies. Furthermore, ontology
servers take into account proper authorization mechanisms. In
particular, the underlying trust management support (discussed
in the following subsection) has been leveraged to implement a
certificate-based access control. Only authenticated and
authorized principals will be granted access to managed
ontologies. A delegation mechanism allows the creation of
communities of trusted entities, which can share a common
ontology, centrally managed by the ontology server.

Finally, despite the fact that the JADE ontological support is
quite simple, it could still be complex for some devices with
limited resources such as smart phones. This is the reason why
we have decided to improve OWLBeans adding a further
feature which allows agents to import taxonomies and
classifications from OWL ontologies, in the form of a
hierarchy of Java classes with the purpose of providing very
simple artefacts to access structured information. Given its
modular architecture, based on an intermediate ontology
model, OWLBeans also provides further functionalities, e.g.,
saving a JADE ontology into an OWL file, or generating a
package of JavaBeans from the description provided by a
JADE ontology.

C. Production Rule Management

JADE provides the integration with the JESS rule engine,
which is probably the most known Java rule engine
implementing the Rete algorithm [11]. This integration is
realized through a so-called JessBehaviour that allows the
encapsulation of a JESS rule engine inside a JADE agent and
has the duty of storing and retrieving information in/from the
rule engine. The main limits of this solution are: i) the rule
engine is completely hidden to the other agents of the system
and there is not any support for the cooperation among
different rule-based agents (i.e., agents encapsulating a JESS
rule engine) and ii) JESS is a commercial software and so we
have additional costs if we plan to realize commercial
applications by using JADE together with JESS.

In order to cope with the limits of the current JADE support
for rule engines, we realized a software library, called D4J
(Drools4JADE) [4], that integrates JADE agents with the
Drools rule engine. Drools is a well known, freeware

implementation of the so-called Rete-OO algorithm. Apart of
its open-source availability, one of the main advantages of
Drools is exactly the fact that it is not just a literal
implementation of the Rete algorithm, but rather an adap tation
for the object-oriented world. This greatly eases the burden of
integrating the rule engine and the application rules with the
existing external objects. In Drools, asserted facts are simple
Java objects, that can be modified through their public
methods and properties. Where Jess requires hundreds of lines
of code, for example to simply access an ACL message
mapped into a Java object, Drools rules can obtain the same
result in a dozen of easy-reading code lines.

D4J guarantees both the advantages of full rule-based
agents, i.e., agent whose behaviour and/or knowledge is
expressed by means of rules [17], and the advantages of rule-
enhanced agents, i.e., agents whose behaviour is not normally
expressed by means of rules, but that use a rule engine as
additional component to perform specific reasoning, learning
or knowledge acquisition tasks [14]. In facts, in D4J, the
Drools rule-engine is integrated into an agent as a JADE
behaviour, but it also provides an API for interacting with it
through ACL messages allowing both remote storing and
retrieval of knowledge and the cooperation among different
rule-based agents. Moreover, this API allows rules mobility,
i.e., a rule-based agent can move a rule to another rule-based
agent.

Given their nature, business rules often refer to domain
specific concepts and, especially when dealing with data on the
semantic Web, these concepts are part of a domain ontology.
To better support this scenario, rule-enhanced JADE agents
should be augmented with a tool for the automatic
transformation of concepts, relations and individuals of an
OWL ontology to java classes, properties, and instances. The
D4J framework can be integrated with OWLBeans, which
enables the extraction of JavaBeans from an OWL ontology.
The JavaBeans can then be directly asserted as facts into the
working memory of Drools.

D. Distributed Trust Management

Out of the box e-business applications are not certainly
possible if security problems are not analyzed and addressed.
Our framework supports the implementation and deployment
of secure systems, adhering trust management principles. For
this purpose, local names, interpreted as distributed roles, and
delegation certificates are made available, to build peer-to-
peer networks of trusted entities.

The accurate release of authorizations is often the most
critical point of security systems. Ideally, systems should
respect the principle of least privilege , but this often contrasts
with other requirements, as easiness of understanding,
scalability and manageability. In this respect, the RBAC model
has proven to be a good abstraction to manage large and
complex systems, up to corporate and virtual-organizations
environments.

Following the RBAC model, each resource manager of our
system (i.e. each node in the peer-to-peer network) has to deal



with three main concepts: principals (i.e. authenticable entities
which act as users of resources and services), permissions (i.e.
rights to access resources or use services) and roles.

A many to many relationship binds principals and the roles
they are assigned to. In the same way, a many to many
relationship binds permissions and the roles they are granted
to, thus creating a level of indirection between a principal and
his access rights. This also leads to a better separation of
duties (between the assignment of principals to roles and the
definition of role permissions), to implement privilege
inheritance schemes among superior and subordinate roles and
to permit temporary delegations of some of the assigned roles
towards other principals. The fundamental principle here is
that each node is in charge of defining its own roles, and of
assigning principals to them.

Dynamic delegation of access rights is made possible
through the use of delegation certificates, whose structure is
based on the theory of [9]. But we have avoided s-expressions,
preferring XML to them, as it provides a better ground to
exploit and integrate standard technologies. In particular, in
recent times SAML [27] have emerged as a language to
express properties of authenticable principals, encoded in the
generic form of signed security assertions. SAML assertions
can easily bind public keys to local names, and certify the links
between two different local namespaces, as it happens in
SDSI/SPKI certificates.

Delegation is particularly important to deal with the
activation of intermediate agents, acting between the human
user and the concrete service providers, i.e. personal agents,
workflow managers and agents providing composite services.
In this case, privileges must be forwarded in the form of
delegation certificates from the user toward each agent in the
chain, up to the final service provider, which will check them
for consistency with local security policies. These policies are
stored and managed locally as XACML documents [31].

To cope with the security problems coming from the remote
utilization of the rule engine and from the mobility of rules,
also D4J exploits this security layer to enforce security policies
at two different levels: proper authorization is necessary to
modify the working memory and the rule set of an agent;
moreover, each rule is associated with a specific protection
domain, limiting the resources made accessible when it is
scheduled for execution.

IV. CONCLUSION

In this paper, we have presented an agent-based framework
for SOA that integrates agent technology with other
technologies that have found, and will find, a purpose within
enterprise computing: web services, workflows, ontologies and
rule engines.

Up to now, we have not experimented the system with real
users and real services, but we have tested and evaluated the
system functionalities implementing some “artificial” services
and involving a group of students, acting either as service
provider operators or as customers. Some of the information

used by the service providers, implemented just for the
experimentation of the system, comes from the Web site of
some real service providers (e.g., flight companies, hotel
brokers, etc.). The results, though still preliminary, are quite
encouraging

We are well aware that the current multi-agent solutions
need to be improved since the technologies used are still not
completely mature. However a lot of researchers and software
developers are really interested in giving a significant
contribution in this direction, driven by the motivation of
providing a strengthening of the related standards and new
methodologies, algorithms and implementations to realize real
flexible, adaptive SOA [1],[10].

Our future activities will be oriented towards the
aforementioned goal. In particular, we will continue working
on the JADE software environment in order to both improve
the integration of the JADE agents with the most interesting
knowledge and internet-oriented technologies and realize real
adaptive agents that will be the basis of next and future
business applications. At present, we are working in three main
directions: i) to finalize the implementation of a full OWL DL
support through a home-made framework supplying ontology
management and reasoning functionalities, with the main
purpose of reducing the amount of computational resources
and time required (compared to the Jena engine), ii) to
enhance the distribution algorithm in order to achieve a more
efficient execution of a workflow and iii) to finalize the
implementation of a framework for the dynamic composition
of semantic Web services.
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